
 

www.astesj.com     211 

 

 

 

 
A Critical Analysis of Topics in Software Architecture and Design 

Janet Bishung, Ooreofe Koyejo, Adaugo Okezie, Boma Edosomwan, Sylvester Ani, Abisola Ibrahim, Austin Olushola, Isaac Odun-
Ayo* 

Department of Computer and Information Sciences, Covenant University, Ogun State, Nigeria 

A R T I C L E I N F O  A B S T R A C T 
Article history: 
Received: 20 January, 2019 
Accepted: 07 March, 2019 
Online: 27 March, 2019 

 Software architecture and design is an important component in the software engineering 
field. This aspect of software engineering covers the functional and non-functional 
requirements of any system being proposed to be developed, while software architecture 
deals with non-functional requirements, software design entails the functional 
requirements. 
The objective of this paper is to critically analyze current topics in Software architecture 
and design. The method of analysis involved the use of inclusion and exclusion criteria of 
papers published in journals and conferences. These papers were accessed from digital 
libraries like ScienceDirect, and IEEE explore, with a quantitative approach of analysis 
been imbibed. From the analysis, the result showed that, of 35 papers used in analysis, 
34.3% discussed stakeholders’ involvement and decisions in software design. 17.1% for 
design quality, 20% examined software reuse while 11.4% discussed software evaluation 
and 8.6% of papers reviewed discussed software management, evolution and software 
development life cycle each which should be more focused as it is the fundamentals of 
software design and architecture. From the analysis derived, stakeholder’s involvement 
and decision in software design is an integral part in software building for effective use. 
Thereby making researchers dwell more on the topic. The least discussed topics was due to 
the expectations of researchers. Expecting readers to have a fore knowledge of the 
fundamentals of design which includes software management, evolution and software 
development life cycle. 
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1. Introduction 

 Software Architecture gives the high-level description of a 
software and the discipline of creating the structures and systems 
[1].  It gives blueprint for the system, laying out tasks to be 
executed in a logical manner through the design [2].  It is the 
fundamental structural choices made vis a vis the business needs 
of the organization which may be costly to change once 
implemented [3]. Although there are no standard procedures to 
follow in software architecture that can address all issues of 
concern in general software development, certain factors should be 
of utmost non-negotiable fundamentals in software development, 
to ensure standardization thereby avoiding incessant collapse of 
systems witnessed in the early years of software developments [4]. 
Among the factors that will be enumerated briefly is the factor of 
proper documentation. This facilitates communication among 

stakeholders, captures decisions about the structures of the task and 
the design options – focusing on the decisions that must be right 
from the onset, otherwise, the imminent collapse of such system 
will be devastating– [5]. Since software architecture is largely 
driven by the required or expected functionalities, the current 
insight to software architecture is that required functionalities 
should reflect or incorporate all the quality attributes which include 
fault-tolerance, reliability, backward compatibility, extensibility, 
availability, maintainability, usability, security amongst others. 
Stakeholders concerns should reflect these quality attributes at 
both non-functional and functional stages without recourse to extra 
cost. 

Software design envisions and defines software solutions to 
problem sets. It involves a sequence of steps that describe all 
aspects of the software in development [6]. Here, solutions to the 
problem the software is to solve are expressed in a logical sequence 
with details of their relationships. It begins with describing the 
total components to be built, then refine them to every detail. It is 
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the physical expression of all the processes that create solutions 
according to stakeholders’ expectations. The designs are taken 
within the confines of fundamental principles which ensure 
designs are traceable to requirement analysis, uniformity, 
integration, structured for change etc. This ensures standardization 
while addressing the business objectives and stakeholders’ needs 
[7]. In general, software development is dependent on time and 
cost and the design option should reflect these critical factors. 

Software Design addresses all the expected required 
functionalities of the business objectives. This includes 
specifications of services, components, integration, data models 
and algorithms. Meanwhile, Software Architecture addresses 
design standard ensuring that it aligns with stated strategy as it 
pertains to business and technology of an organization. This 
includes considerations such as compliance, technology standards 
and operational efficiency. An architecture designed is intended to 
prevent repetitive mistakes in design or inconsistency with other 
aspects of the organization. It could be said that architecture is 
global optimization of software and design is local optimization 
[8]. In general, software architecture provides standardization 
upon which software designs are tailored. 

Software architecture and software design are extremely 
important for a software project. So, here are brief points 
highlighting benefits of software architecture & design; solid 
foundation for software project, scalability of platform, increase 
performance, identification of area of cost savings, vision 
implementation, increase quality, better code maintainability, 
prioritization of goals, higher adaptability, faster platform, risk 
management and enable quicker changes among many others [9]. 

This study is aimed at helping researchers to have an in-depth 
knowledge of the fundamental as well as critical topics involved in 
software architecture and design of proposed and existing systems. 
It would also help in uncovering the critical gaps in which many 
researchers were not able to explore thereby improving knowledge 
as regards software architecture and design. The objective of this 
paper is to conduct a critical analysis on current topics in Software 
architecture and design. Published papers and articles on the topics 
discussed in the paper were reviewed with the percentages of each 
topic in relation to others were calculated.  

Other parts of the paper are organized as follows: Section 2 
gives review of some related work done, Section 3 gives a 
highlight on software architectural styles, Section 4 discusses 
Software Oriented Architecture, Section 5 is a discussion on 
Design Patterns; section 6 presents the results and discussion of the 
major topics selected for analysis from literatures. Section 7 gives 
a conclusion of the paper with recommendations for future work.  

2. Related Work 

In [10], the importance of software architecture as a vital aspect 
of software development was examined. The paper explored two 
important components, software evolution and re-usability. These 
are very critical component that helps curb the huge expenses 
involved in the development of software. Software architecture 
that can be evolved and reused should be in high demand, as 
software evolution and reuse are more likely to receive higher pay-

off. [11] considers the fact that researchers cannot overlook the 
year’s technology as well as the fact that software architecture 
employs fully detailed explorations of notations, techniques, 
analysis, tools and creation methods. There exist an intersection 
and interrelationship of software architecture with the study of 
software design, domain-specific design, program analysis, 
software families, specific classes of components and component-
based reuse. The comparative analysis of software evolution 
methods in [12] explains the systematic comparison between 
architecture models and evolution methods centering its base on 
the scenario-based approach of software architecture. 

The review on the successes and failure for software 
architecture in [13], gives insight into software architecture 
development and management process. It assesses previous 
literature and experiences to identify the factors that cause success 
and failure for software architecture and classifying these factors 
into subgroups as indicated by practitioners. [14] proposed a 
different methodology as a guide for practitioners supporting 
software architecture and design in an agile environment. 
Highlights of phases in software design process were covered, 
tools and techniques were proposed to implement those phases. 
Architectural design decisions and knowledge in [15], examine the 
essence of reusable architectural knowledge and the importance of 
documenting quality attributes along with the decisions captured 
during architectural design. 

In [16], the concept of sustainability was introduced for 
software design. It was essential in integrating it into the existing 
catalog of design quality attributes. This was because design is a 
key factor in software development and this has been noted by 
many researchers. The information produced during software 
design tends to evaporate progressively due to certain conditions 
like software evolution. [17] considered all developed software 
need to meet required and specified quality standards as requested 
by users or stakeholders, quality being a major issue in software 
systems today. To achieve the quality requirements, different 
analysis approach was explored and a critical evaluation of the 
software system was carried out. This was to analyze the 
architecture, thereby verifying that quality requirements have been 
duly addressed in the design.  

From an in-depth review of System Development 
Methodologies (SDMs) conducted by [18], a list of the important 
features in each methodology was made. Despite several SDMs, 
most of them share similar activities which include well known 
and practiced requirements-analysis, design, codification-test and 
implementation, all put together in project management. Four 
stages in the evolution of SDMs were reported which include pre-
methodologies, rigor-oriented methodologies, agile-oriented 
methodologies and emergent service-oriented methodologies. 
Well-recognized SDMs in software engineering include Rational 
Unified Process, Microsoft Solutions Framework and Model-
based (system) architecting and software engineering.  

The software architecture chosen in the development of a 
software product is dependent on the software requirements and 
constraints. A Design Association Theory (DAT) to show the 
causal relationship of why a design should exist was proposed by 
[19] for associating design concerns, design problems and design 
solutions. DAT proposes a five-step association-based design 
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review process, which includes the extraction of requirements, 
extraction of design, construction of causal relationship between 
design elements and design solutions, discovery of potential design 
issues and verification and confirmation of design issues with 
architects. In documenting design decisions and design reasoning 
for objective evaluation, architects also utilize DAT. The DAT 
model helps designers and reviewers in associating architectural 
knowledge.   

3. Software Architectural Styles 

Architectural Styles are principles which shapes an application. 
It is more of an abstract framework of a system in the area of its 
organization. There are six major types of architectural styles. 
Namely: 

3.1 Dataflow Architecture 

 In this, all software systems are categorized as lists of shifts on 
chronological set of input data, where data and operations are 
independent of each other. When data enters this system, it flows 
through the modules one at a time until they are assigned to some 
final destination [20]. Its aim is to achieve the qualities of reuse 
and immovability and is suitable for applications involving series 
of independent data computations on orderly defined input and 
output. There are three execution sequences between modules that 
the data flow architecture uses; Batch sequential, Pipe and filter or 
non-sequential pipeline mode and the Process control [20]. 

3.2 Data-centered Architecture  

Data is centralized in this form of architecture and accessed 
frequently by other components that modify data. Its main purpose 
is achieving integrality of data. It contains different components 
that communicate using shared data repositories. The components 
access a shared data structure and are independent, meaning, they 
interact only through the data store. The flow of control sums the 
types of Data-centered architecture into two types; The repository 
and the blackboard architecture style. This form of architecture is 
mostly used in information system [20]. 

3.3 Hierarchical architecture 

 This views the whole system as a hierarchy structure whereby 
software systems are decomposed into subsystems at different 
levels in the hierarchy. It is mostly used in designing system 
software such as network protocols and operating systems. [20].   

3.4 Interaction oriented architecture 

 The main aim of the interaction-oriented architecture is to separate 
users’ interaction from data abstraction and business data 
processing. It divides the system into three major partitions: Data 
module (which provides the data abstraction and all business 
logic.), Control module (Which identifies the flow of control and 
system configuration actions) and the View presentation module 
(This is responsible for the visual or audio presentation of data 
output. It has two major styles: Model-View-Controller (MVC) 
and The Presentation-Abstraction-Control (PAC) [20].  

3.5 Component based architecture 

 It is an architecture that decomposes software designs into 
functional components with their own methods, events and 
properties. These components become loosely coupled and 

reusable to provide modular programs that can be tailored to fit any 
need. [21] 

3.6 Distributed architecture  

This is a form of architecture that sits in the middle of a system and 
manages or supports the different components of that distributed 
system. Its aim is transparency, reliability, and availability. It hides 
the way in which resources are accessed and the differences in data 
platform, the resource location, different technologies from users, 
failures and resource recovery and a host of others. [20]. It is the 
most widely used form of architecture as it aligns with the 
technological advancement of the 21st century. Software 
development has improved greatly with the introduction of the 
internet. Software is now been distributed, components been 
reused, as well as introduction of concurrency and simultaneous 
change in the modification of data. These are the major advantages 
of the distributed architecture which has made it a common form 
of architecture in time past. [20]. There are different types of 
Distributed Architecture; 

3.6.1 Broker Architecture: Mostly used to coordinate and enable 
the communication between registered servers and clients more 
like a software bus [20]. 

3.6.2 Client-server Architecture: Is commonly used by search 
engines, web servers, mail servers, it is mostly based on the 
functionality of the clients that is, requesting services of other 
components. The Service Oriented Architecture is a major sub-
division of this. It supports business-driven Information 
Technology (IT) approach in which an application consists of 
software services and software service consumers. It has the ability 
to develop new functions rapidly which makes it mostly used along 
with its basic features which would be explained in the next section. 
[22] 

Service Oriented Architecture would be further discussed due to 
its relevance in the current IT revolution. It is a known fact that 
cloud computing has come to stay and due to the integration ability 
of Service Oriented Architecture it has become a yardstick in the 
cloud computing revolution as their technologies have become 
more like bridges to the cloud. 

4. Service Oriented Architecture (SOA) 

SOA is a software architecture and design styles that entails the 
use of services as its main building component [23]. A service (as 
a software component), is a technique that allows access to several 
capabilities. SOA is now a mainstream software development 
mechanism.  Despite the introduction of new architectural variants 
like cloud computing or micro-services [24], SOA is still widely 
used. This is due to its support for fast building applications using 
assembling of Internet-accessible services, allowing software 
organizations to hasten the development of distributed applications 
as well as a result time-to-market.  After all this, a service is simply 
a distinct unit of performance that specifies a business function. 
This simply means it relies on Web Services for its implementation 
[24]. 

SOA carries out two core functions. Which are creating broad 
architectural models that explain application goals, including the 
approaches that help meet the goals. The second function is it 
defines the implementation specifications, which is mostly 
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integrated to the Web Services Description Language (WSDL) and 
the Simple Object Access Protocol (SOAP) specifications [25]. 

4.1 Major Principles of SOA 

The major principles of SOA are [26]: 

i. Regulate Service Contract - In this, there must be a form 
of description that explains what the service is about. This 
makes it easier for the client applications to understand 
what the service is meant to do. 

ii. Loose Coupling –It entails components having little or no 
dependency on each other. This is a major characteristic 
of web services that emphasizes that there should be less 
dependency between web services and the client 
initiating this web service. Therefore, if any service 
functionality changes at any point in time, it should not 
hinder the client application from working. 

iii. Service Abstraction - In this, service is ought to 
encapsulate its procedures and not expose how it executes 
its functionality. Explaining to the client application what 
it does and not how it does it for security purposes. 

iv. Service Re-usability - Logic is separated into services 
with the aim of increasing reuse capability. In any 
technology, re-usability is a major issue as no one would 
want to spend time and effort writing the same codes 
again for multiple applications that require them. 

v. Service Autonomy -The service knows everything about 
the application or system and what functionality it offers 
so it has complete control over the source code it 
encompasses. 

vi. Service Statelessness - Superlatively, services ought to be 
stateless. Meaning they should not withhold any form of 
information from one state to the other. 

vii. Service Discoverability - Services can be identified in a 
service registry. A service registry is a resource that 
allows controlled access to data for the controlling of 
SOA. 

viii. Service Composability - It splits big issues into little ones. 
It is to be noted that not all functions should be embedded 
in an application and moved into one single service. 
Instead the service should be split into modules each 
having separate business functionalities.  

ix. Service Interoperability - Services should accept and 
make use of various standards allowing different 
subscribers to use their various service. 

For the implementation of SOA to be a success, you would 
need a productive SOA method that explains the plans, discoveries, 
procedures and the selected goals [26].  

The integration platform for SOA plays a crucial role in the 
merging of existing application to cloud services. With SOA, 
components were split into services that became re-usable and easy 
to use among several systems. This is similar to the system means 
used in the automotive industry, where different layouts/systems 
share the same components e.g. engines. Cloud computing is re-
vamping the IT world as we know it. The IT systems are utilized 

by users and companies. In the automotive industry, owners do not 
need to buy their own vehicles but can use car-sharing services. 
These service providers show the cars to several drivers. 
Comparably, in IT, a cloud service provider acts as a middle man 
and merges several clouds. Existing IT systems that require 
combination with new cloud-based solutions or inter-mediated are 
resolved using cloud service providers [37]. 

Cloud computing is re-modelling the IT industry and how its 
services are utilized, just like how petrol is soon going extinct in 
the automotive industry. Electric cars are now in use even as we 
use petroleum-based cars.  As IT companies continue to make use 
of more cloud technologies the SOA technologies will continue to 
serve as bridges to the cloud. 

Micro-service-based software architecture is the re-
industrialized application of the SOA model. The components are 
developed as services using Application Programming Interfaces 
(API), just like the SOA would require. An API broker serves as a 
mediator to access components, ensuring SOA security and 
governance practices are followed. 

SOA principles have taken us to the cloud and aides the most 
improved version of cloud software development techniques in use 
today. [27] 

4.2  Advantages of SOA [28] 

• Services can be reused in multiple applications 
independent of their interactions with other services. 

• Due to service in-dependency, services can be easily 
updated or maintained without having to worry about 
other services. 

• SOA-based applications are more reliable since they are 
small independent services that are easier to test and 
debug. 

• Multiple instances of a single service can run on different 
servers at the same time. 

• It improves Software Quality. 

4.3  Disadvantages of SOA [28] 

• Every time a service interacts with another service, 
complete validation of every input parameter takes place. 
This increases the response time and machine load, and 
thereby reduces the overall performance. 

• There would be high investment cost as implementation 
of SOA requires a large upfront investment by means of 
technology, development, and human resource. 

5. Design Patterns 

Software design could be considered the most important aspect 
of software development as well as the most difficult process in a 
software development life cycle. Over the years, based on 
experience, programmers have embodied and recommended 
demonstrated results to fulfill the persistent issues that arise during 
design. Accordingly, the experience-based clarifications are 
composed and acknowledged as a consistent model for designs 
patterns [29]. Various design patterns have been presented and 
classified either as a sanctioned or a variation key to take care of 
design issues. The current programmed systems for design 
pattern(s) options help fledgling programmers to choose the more 
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proper pattern(s) from the rundown of relevant examples, to tackle 
an issue during the design period of software that is been 
developed. [29] 

In software engineering, a design pattern is a general repeatable 
result for an ordinarily happening issue in programming structure 
[30]. Design patterns are used to ensure reuse of software design 
solutions in the early phases of software development, especially 
in the requirements engineering phase. Patterns do not provide 
visible solutions, but they present the concepts from which 
solutions are derived [31]. Design patterns have been introduced 
for defining good practices in software design [33]. Design 
patterns can be used in requirements engineering as patterns exist 
for core activities of a process. Design patterns are not pure 
inventions like a light bulb or a car. They are derived patterns that 
software engineers and architects found, that could be standardized 
to be used to solve similar problems categorized across three major 
areas; creational, structural and behavioral. When we determine 
the proper structure design for a task or issue, it helps us avoid 
changes that would require budgetary expenses, untenable, 
multiple and inefficient codes as the system scales up [32]. 

5.1 Classification and Selection of Design Patterns 

The intrigue and involvement of programmers are utilized to 
present recent arrangement plans for the association of design 
patterns of specific concerns like object-oriented development and 
real-time applications [30]. The outline of current efforts describes 
the number of important categories of design patterns which relies 
upon the sort and multifaceted nature of target issues. For instance, 
[33] introduced three important classifications namely behavioral, 
creational, and structural in the setting of object-oriented 
advancement to solve recurring issues. In a specific circumstance 
of working applications, [30] introduced a catalog of thirty-four 
patterns, which are divided into five categories based on their 
relevance. In this paper, we would consider the object-oriented 
advancement categories. 

A. Creational Design Patterns 

Creational design patterns manage object creation systems 
attempting to make questions in a way that suits the circumstance. 
The essential type of object creation could result in design issues 
or added intricacy to the design. Creational design patterns take 
care of this issue by controlling this object creation [30]. These 
patterns can be further divided into class-creation patterns and 
object-creation patterns. Class-creation patterns use legacy viably 
in the instantiating of procedures while object-creation designs use 
assignment adequately to take care of business [35]. Creational 
design patterns are singleton, abstract factory, prototype, factory 
method, builder and object pool [31]. 

B. Structural patterns 

Structural Design Patterns are used to ease a design by 
recognizing a straightforward method to acknowledge 
relationships [30]. These design patterns are tied in with sorting 
out various classes and object to frame bigger structures and give 
new usefulness [35].  

C. Behavioral patterns 

Behavioral design patterns are design patterns that identify 
basic correspondence designs among object and understands the 

patterns. By doing so, these patterns increment adaptability in 
doing this correspondence [30]. Behavioral patterns are about 
identifying basic correspondence designs among object and 
understanding the patterns that exist among them [35]. 

 
Figure 1: Diagrammatic Representation of Design Patterns Classification and 

Selection [34]. 

5.2 Design Pattern Topics 

Six research design pattern topics concluded by [36] includes; 
pattern usage, quality evaluation, pattern mining, pattern 
specification, pattern development and miscellaneous issues.  

i. Pattern development: This involves any advancements 
in design pattern research such as: 

a. Proposing a new model or new model language 
b. Reviewing model variants, composing models or 

elaborating a specific model, model evolution. 
c. Arranging current design patterns into distinct 

areas. 
ii. Pattern usage: this relates to the commitment of utilizing 

patterns in the software development process. They are 
characterized into two primary groups: 

a. Pattern utilization 
b. Pattern application 

iii. Pattern mining: this includes discovering examples of 
the pattern in the code or design of a system. It can be 
characterized into two major classes: 

a. Introduction 
b. Evaluation    

iv. Quality Evaluation: the quality and effect of a design 
pattern on a system after applying it, is one important 
concern developers have. This can be characterized into 
two major classes: 

a. Pattern evaluation 
b. Application evaluation  

v. Pattern specification: it includes utilizing distinctive 
strategies and notation of representing the patterns. The 
two main groups are: 
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Figure 2: Design Pattern Research Tree [36]

a. Formal specification schemes  
b. Semi-formal specification schemes  

vi. Miscellaneous issues: this includes other issues that 
cannot fit into any of the previous classifications’ issues 
such as  re-factoring, code smells and anti-patterns. A 
major challenge of design patterns as discussed in [34,38, 
39] is the searching and selection of design patterns 
before employing a right pattern into the system. 

5.3 Pros and Cons of Design Patterns 

It is worthy of note that there are very many design patterns 
available and a lack of understanding of these patterns pose 
problems for designers in software development especially for the 
novice [37]. Some of the pros and cons of the design patterns 
include: 

 
Pros: [40] 
•  Easy to adapt and very flexible to predictable changes in 

business needs. 
•   Easy to test unit and validate individual components. 
• Can provide organization and structure when business 

requirements become very complicated. 
 
Cons: [40] 
•  Beginner engineers may not understand them, and these can 

cause a huge delay in development. 
•  Oftentimes used improperly without a realistic understanding 

of how the software is likely to change. 
•It can add memory and processing overhead, sometimes it is 

not appropriate for applications such as low-level systems 
programming or certain embedded systems. 

 
Design pattern, in general, enhances the nature of a product 

framework by giving a demonstrated solution for repeating design 
issues [41]. Also, the application of patterns brings about 
increment in quality and profitability of the software development 
process [31]. 

6. Results and Discussion 

Table 1 shows several topics in software architecture and 
design alongside relevant work from several authors. Only one 
facet was used in this analysis, which are topics that relate to the 
subject (software architecture and design) discussed by these 
important authors. These topics were selected using inclusion and 
exclusion criteria. The essence of the selection criteria was to 
locate and add all papers that are necessary for the analysis. The 
inclusion and exclusion criteria were used to eliminate 
publications that were not significant to the study. It was observed 
that these topics were the most discussed and they also cut across 
academics and industry practice. The papers used for this review 
were access online from digital libraries like ScienceDirect, and 
IEEE explore. The authors and title of publications are listed in 
no particular order.  

6.1. Software Evolution 

Software evolution is the process of developing a software 
product, employing software engineering principles and 
methods. It follows the initial development of software and 
required maintenance. Updates are done till the desired software 
product is developed, thereby satisfying the (user) expected 
requirements [42]. This process implements changes to the original 
software, until the desired software is accomplished. Of the 35 
papers used in this analysis, 8.6% of them reported on software 
evolution. From table 1, the findings show that software evolution 
though an integral part of software development was not 
substantially discussed by majority of the literature reviewed 
during the course of this study. This implies that there may be a 
decrease in research of software evolution. 

6.2. Software Reuse  

Software reuse involves creating new software systems from 
existing software frameworks rather than building software 
systems from beginning. This simple yet powerful methodology of 
software development was introduced in 1968 and now widely  
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Table 1: analysis of software architecture and design topics 

Authors 

So
ftw

ar
e 

Ev
ol

ut
io

n 
 

So
ftw

ar
e 

R
eu

se
 

 
So

ftw
ar

e 
M

an
ag

em
en

t 
 

SD
LC

 
 

So
ftw

ar
e 

Ev
al

ua
tio

n 
 

St
ak

eh
ol

de
r I

nv
ol

ve
m

en
t/ 

D
ec

is
io

n 
M

ak
in

g 
 

D
es

ig
n 

Q
ua

lit
y 

 

Mekni, M., Buddhavarapu, 
G., Chinthapatla, S. and 
Gangula, M. (2018) “Software 
Architectural Design in Agile 
Environments” 

- - - x x - - 

Robillard, M.P. (2016) 
“Sustainable Software 
development” 

- - x - - - x 

I. Lytra, G. Engelbrecht, D. 
Schall and U. Zdun (2015) 
“Reusable Architectural 
Decision Models for Quality-
driven Decision Support: A Case 
Study from a Smart Cities 
Software Ecosystem” 

- x - - - - x 

A. Ramirez, J. R. Romero and 
S. Ventura (2018) “Interactive 
multi-objective evolutionary 
optimization of software 
architectures” 

- - - - - - - 

O. Sievi-Korte, S. Beecham 
and I. Richardson (2018) 
“Challenges and recommended 
practices for software 
architecting in global software 
development” 

- - x - - - - 

N. Hamalainen, J. Markkula, 
T. Ylimaki and M. Sakkinen 
(2006) “Success and Failure 
Factors for Software 
Architecture” 

- - x - x - - 

A. Alhar, R. Mazamal and F. 
Azam (2016) “A Comparative 
Analysis of Software 
Architecture Evaluation 
Methods” 

- - - - x - - 

David Garlan. (2000) 
“software architecture” 

- - - - - - - 

R.Kazman, C.H Lung, (1997) 
“An approach to software 
architecture analysis for 
evolution and reusability” 

x x - - - - - 

Smrithi Rekha V and Henry 
Muccini, (2018) “Group 
decision-making in software 
architecture: A study on 
industrial practices” 

- - - - - x - 

Hans van Vliet and Antony 
Tang, (2016) “Decision making 
in software architecture” 

- - - - - x - 

R.Kazman, C.-H. Lung, s. 
Bot, and K. kalaichelvan 
(1997) “An approach to software 
architecture analysis for 
evolution and reusability” 

   
x 

  
x 

- - - - - 

M.Shaw, and 
P.Clements(2006) “The golden 
age of software architecture: a 
comprehensive survey.” 

- - - - - x - 

H.V. Mohammad, A. Bavar, 
N.M. Khashayar, and D. 
Negin(2009) 

- - - - - - - 

I. Dobrica, and E. Niemela 
(2002) “A survey on software 
architecture analysis methods” 

- - - - - - - 

L. Tan, Y. Lin and H. Ye, 
(2012). “Quality Oriented 
Software Product Line 
Architecture Design,” 

- - - - - - x 

T. Mens, J. Magee and B. 
Rumpe(2010). “Evolving 
Software Architecture 
Descriptions of Critical System” 

x - - - - - - 

P. Abrahamsson, M. Ali 
Babar and P. Kruchen(2010). 
“Agility and Architecture: Can 
They Coexist” 

- - - x - x - 

A.Tang and M. F. Lau (2014) 
“Software architecture review by 
association”  

- - - - - x - 

H.Vlieta and A.Tang(2016) 
“Decision making in software 
architecture” 

- - - - - x x 

P.Y. Reyes-Delgado, M. 
Mora,H. A. Duran-Limon, L. 
C. Rodríguez-Martínez,R. V. 
O'Connorn and R. Mendoza-
Gonzalez,(2016) 

- - - - - - - 

W. Hasselbring (2018) 
“Software Architecture: Past, 
Present, Future” 

- x - - - x x 

S. Orlov and A. Vishnyakov 
(2017) “Decision Making for the 
Software Architecture Structure 
Based on the Criteria Importance 
Theory” 

- - - - - x - 

Nitin Upadhyay (2016) 
“SDMF: Systematic Decision-
making Framework for 
Evaluation of Software 
Architecture” 

- - - - - x - 

T.  Kim, S. Yeong-Tae, L. 
Chung and Dung T. Huynh 
(2015). “Architecture Analysis: 
A Dynamic Slicing Approach” 

- - - - - - - 
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M. Razavian, B. Paech and A. 
Tang (2018). “Empirical 
Research for Software 
Architecture Decision Making: 
An Analysis” 

- - - - - x - 

E. J. Eichwald, E. C.  
Lustgraaf, & B. Wetzel, 
(1999). “Transfer of the White 
Graft Reaction” 

- - - - - - - 

C. Manteuffel, P. Avgeriou 
and R. Hamberg (2018) “An 
exploratory case study on reusing 
architecture decisions in 
software-intensive system 
projects” 

- x - - - x - 

P.Bengtsson, (1999). 
“Software Architecture-Design 
and Evaluation.” 

- - - - - - - 

A. Sharma, M. Kumar and S. 
Agarwal (2015) “A Complete 
Survey on Software Architectural 
Styles and Patterns” 

- - - x - - - 

M. Ozkaya and M. A. Kose 
(2018) “SAwUML – UML-
based, contractual software 
architectures and their formal 
analysis using SPIN” 

- - - - - - x 

G. Vazquezab, J. Andres, D. 
Pacec and M Campoab (2014) 
“Reusing design experiences to 
materialize software 
architectures into object-oriented 
designs”  

- - - - - - - 

B. Jalendar, A. Govardhan 
and R. Emchand (2012) 
“Desiging code level reusable 
software components” 

- x - - - - - 

B. Kitchenham, S. Charters 
(2007) “Guidelines for 
performing systematic literature 
reviews in software engineering” 

- x - - - - - 

adopted all over the world [43]. Only 20% of the papers reviewed, 
showed software reuse as a major aspect of modern software 
development. More literatures reviewed discussed this subject as 
indicated in table 1 above, this implies that research still goes on 
in this area with respect to software architecture and design, as well 
as in the aspect of software development. 
6.3. Software Management 

Software management refers to the art and science of leading 
and planning software projects. From the analysis carried out, 
software management covers 8.6% of the relationship between 
software architecture and design and other parameters considered. 
Like software evolution, the aspect of software management was 
not widely discussed in literatures reviewed. Substantial research 
is therefore made in software architecture and design in this area.  
6.4. Software Development Life cycle 

Software Development Life Cycle (SDLC) gives a description 
of the development process of a system from the initial study until 

the time it is updated or replaced. There are six steps that make up 
the SDLC [44]. The major function of the SDLC is to neatly lay 
out the process of system development. Despite being a popular 
and well-discussed topic in practice and theory. 8.6% of the 
reviewed papers discussed the topic. Unlike other topics, this is a 
major aspect of software, from the reviewed literature there was no 
substantial amount of discussion made in this aspect.    
6.5. Software Evaluation 

Comprehensively, non-systematic checklists can be applied to 
a program in the software evaluation process [45]. In recent times, 
software assessment using theory-based approaches which 
incorporates relevant criteria derived from psychological, 
linguistic and pedagogical models of language learning and 
teaching has been proposed. 11.4% of the 35 articles reviewed, 
discussed the importance of software evaluation in developed 
systems. There has been current research going on in the aspect of 
software evaluation, hence making it one of the major discussed 
topics from table 1 above. 

6.6. Stakeholder Involvement/ Decision Making 
The nature of the design problem also determines the form of 

decision that will be made. As reported in [46], a structured design 
problem makes the decision-making process better and easier. In 
this analysis, 34.3% of the articles reviewed, considered 
stakeholder involvement and in some cases, decision-making as a 
factor in software architecture and design, making it the most 
emphasized topic. This had the highest number of literatures 
discussing the topic, this implies that currently, more researchers 
are gearing towards this aspect during the course of their research 
to emphasize the need of stakeholders’ involvement during 
software development. 
6.7. Design Quality 

If the quality of a design is not considered properly, it could 
lead to a negative impact on the product being developed [47]. The 
quality of any software is dependent on how well it conforms with 
the design plan of that product, it determines if the product would 
deliver the requirements desired properly and efficiently. 17.1% of 
the papers used for analysis discussed this topic, either directly or 
by evaluation of some design quality factors like quality attributes 
or design decisions. Also, this was among the topics discussed 
substantially in the selected literatures, which makes design quality 
a high recommended aspect of software architecture and design 
both in terms of academics as regards research and also in the 
industry.  

From the results, the most discussed topics gotten from the 
analysis of selected literatures were stakeholder involvement and 
design, software reuse, design quality and software evaluation 
while the least discussed topics include software management, 
software evolution and software development life cycle.   
7. Conclusion 
 Software architecture and design is an important component in 
the software engineering field. For success in the software 
engineering field both the architecture and design of software must 
be considered. Hence, various fundamental topics as regards 
software architecture and design have been analyzed. 
 The objective of this paper was to critically analyze current 
topics in software architecture and design. The method of analysis 

http://www.astesj.com/


J. Bishung et al. / Advances in Science, Technology and Engineering Systems Journal Vol. 4, No. 2, 211-220 (2019) 

www.astesj.com     219 

adopted was the collection of published papers and articles on the 
topics discussed in the paper and the percentages of each 
fundamental topic was calculated. From the analysis, the result 
showed that, of 35 papers used in analysis, 34.3% discussed 
stakeholders’ involvement and decisions, 17.1% for design quality, 
20% examined software reuse while 11.4% discussed software 
evaluation and 8.6% of papers reviewed discussed software 
management, evolution and software development life cycle each.  

 From the analysis, it can confidently be concluded that aspects of 
software architecture and design such as software evolution, 
management, re-usability and building software which are fault 
tolerant, reliable, backward compatible, maintainable and secured 
are under-discussed. Several authors addressed various aspects of 
software architecture and design, but there are no standard 
procedures to follow that addresses all issues of concern in general 
software developments. As earlier stated, some factors should be 
non-negotiable in software development to ensure standardization 
thereby reducing incessant collapse of systems witnessed in the 
early years of software developments.  This research stressed the 
significance and rigorous work involved in the development of 
software and outlined major factors that should be considered. 

Therefore, it is important to note that a critical and rigorous 
analysis of software architecture and design is required to 
overcome the overall failure or crash of software in software 
development process and to also identify relevant gaps in the 
architecture and design styles or methods. Software architecture 
and design as an ever-growing field of software engineering, calls 
for further analysis to test and validate principles as they evolve. 
This study would help other researchers in the quest of knowing 
more about software development and the need to research further 
on the least discussed topics which are software management, 
software evolution and software development life cycle (SDLC). 
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