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 In Big Data, several solution providers offer distributions to handle this large amount of 
data. Given the variety of these solutions, we are working to provide universal meta-
modeling for all layers of a Big Data system in order to address the issue of interoperability 
and portability between these solutions. As part of our continuous efforts to standardize 
concepts in Big Data world, we apply in this paper techniques related to Model-Driven 
Engineering "MDE" to propose a meta-model for the security layer in Big Data. This meta-
model with the others that we have already proposed for the other layers of the Big Data 
system, will be used as a platform-independent according to Model-Driven Architecture 
pattern, which describes the structures of Big Data layers independently of any specific 
platform. 
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1. Introduction 

The issues of the expression and application of security needs 
are present in all information systems. With the emergence of new 
types of environments, such as cloud computing and big data, this 
problem is becoming more complex. Hence, it is necessary to take 
into account their heterogeneity and the different levels of such an 
architecture to deal with this problem. 

At the Big Data level, several distribution providers have 
proposed solutions to manage this huge amount of data, among 
these distributions, we found HortonWorks, Cloudera, MapR, 
InfoSphere BigInsghits IBM, Pivotal HD, etc. To put it another 
way, this massive amount of heterogeneous data led to the 
emergence of a large number of big data systems and technologies 
that share similar architectures but with different implementations. 
In essence, the common architecture of these data systems is 
composed of many components: Data sources, Ingestion, Hadoop 
Storage, Hadoop Platform management, Visualization, 
Monitoring, and Security Layers [1]. In our way for a unified 
abstract implementation, we proposed, in previous works, meta-
models for data sources, ingestion [2], storage [3], management [4] 
and visualization layers [5]. We also relied on our previous 
comparatives studies to define key concepts of security layer in 
Big Data [6]. 

In this paper, we shall first present the security properties that 
express the security requirements of the software architecture. 
These properties are then combined to form a security policy: 
different models and languages of expression of security and 
insurance policies will be detailed. Then, we shall present the 
meta-model that we proposed for the security layer. This meta-
model with the others already proposed for the other layers of the 
Big Data system will be used like a platform-independent 
according to Model-Driven Architecture pattern [7], which 
describes the structures of Big Data layers independently of any 
specific platform. 

2. Related Work  

Several research studies have been developed to standardize 
the security layer concepts at the Big Data systems level. Among 
the foremost relevant approaches in security modeling are 
UMLSec [8] and SecureUML [9]. Yet, both approaches use UML 
extensions to specify security requirements. UMLSec was created 
to verify the formal security requirements specifications within the 
system design. SecureUML was used to illustrate the MDS 
approach. SecureUML is specific to role-based access control 
infrastructures. It shows how an MDE policy could be applied to 
code generation for any aspect of security. 

In the literature, several MDS approaches have been proposed. 
For example, on a middleware platform that integrates the 
implementation of the Corba component model with the OpenPMF 
security framework, Reznik et al. [10] present an MDS solution for 
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developing secure applications. In the MDS approach, another 
UML profile was developed to model access control policies. Lang 
and Schreiner [11] show how OpenPMF architecture can be used 
to translate a high-level security-related regulatory requirement 
into enforceable authorization rules. 

Our proposal is different from other existing MDS approaches, 
which use templates to represent design decisions and 
implementation details for target platforms. The application of 
Model Driven Engineering techniques that provide meta-modeling 
to the security layer in Big Data will advocate a systematic MDS 
application process. This application separates security 
requirements specifications and design decisions related to their 
implementation. Thus, the reuse of models is facilitated by this 
separation. 

However, ModelSec proposes an intermediate model 
conforming to a target platform meta-model to reduce the semantic 
gap between the security requirements and the software generated. 
This intermediate step favors the reuse of the transformations. 
Unlike the other approaches that create UML profiles, a DSL is 
defined to express the security requirements. It has been 
implemented by applying meta-modeling techniques. Besides, 
ModelSec is a generic approach, whereas most MDS approaches 
are specific and they focus on access control policies. 

Yet, other approaches manage security requirements. These 
approaches are not aligned with MDS, and they focus primarily on 
eliciting security requirements rather than generating software 
objects from them. Among these proposals are Secure Tropos [12] 
and [13], which introduce the concept of antigoal. Yu et al. [14] 
use ontologies and Haley et al. [15]  present a framework 
consisting of a set of activities designed to meet security 
requirements. 

3. Security Properties and Policies 

In this section, we describe methods for formalizing the 
different security needs. We first present the usual security 
properties and those that can be derived from them. Then, we shall 
take existing models to apply these properties, security policies and 
languages to define them.  

3.1. Security properties 

Security properties are the basis for expressing security 
requirements. The set of security properties is commonly seen as a 
set derived from three main properties: confidentiality, integrity, 
and availability (CIA: Confidentiality, Integrity, Availability). The 
exact interpretation of what these three properties imply depends 
on the context of use. However, their definition and application is 
an essential part of the safety assessment criteria, at both European 
[16] and international [17]. Several definitions of these properties 
exist in the literature [16,17,18]. We present a synthesis here. 

3.1.1. Confidentiality 
Confidentiality is about preventing unauthorized disclosure of 

information. It aims to prohibit unauthorized access to 
information. Accordingly, the property of confidentiality implies 
that the information is accessible only by certain entities, that is to 
say, that certain entities must not be able to obtain the information. 
This property is often used in sensitive environments, such as 
defense. It concerns both direct access and information transfer. 

3.1.2. Integrity  

Integrity means the fact that information cannot be 
unauthorized modified or deleted, whether during processing, 
storage or transfer of information. This property does not only 
concern voluntary modifications and deletions, but also accidental 
acts. Just as in the case of confidentiality, the integrity property 
specifies all the entities authorized to modify or delete information. 
By default, other entities cannot alter the information.  

3.1.3. Availability  

The availability property expresses the ability to access 
information or a resource. It is related to the reliability of a system 
since an unavailable system is a failing system. The temporal 
notion of access is relative to the field of application: access to 
information or service on a critical system (for example, in the 
medical field) must be done more quickly than on a non-critical 
system (for example, a website). 

3.1.4. Insurance  

The property triple of confidentiality, integrity, and availability 
is sometimes extended with other properties [19], such as the 
insurance property. The purpose of this is to provide evidence that 
the other properties have been applied and that they have the 
desired effect. The assurance of a property is the verification that 
this property has been properly applied. The level of insurance 
required depends on the system in question and must, therefore, be 
adapted according to the criticality of the system. In sum, the 
purpose of insurance property is to verify that the other properties 
of the policy have been applied and that this application has had 
the desired effect. 

3.1.5. Derived properties  

Privacy, integrity, and availability properties are the basic 
concepts of security. They can be used to define derived properties 
which are special cases, subsets or combinations of these basic 
properties. In this section, we describe some of these derived 
properties. 

 PROCESS CONFINEMENT  

Process containment has been defined by Lampson [20]. The 
problem of containment concerns the prevention of the disclosure 
by a service or a process of information considered as confidential 
by the users of this service. According to Lampson, one of the 
features needed for a process is that it should not disclose 
information and it must not store information. Indeed, if a process 
stores information and a user can observe this process, then there 
is a risk that the user can access the information. If the process does 
not store the information, then it cannot be disclosed. This process 
containment property can thus be seen as the isolation of the 
process from the rest of the system.  

  AUTHENTICATION  

The authentication property is a property that allows or denies 
access to information or service to entities. Authentication is the 
process of establishing trust in the identity of an entity [21]. This 
authentication property is essential to apply the properties seen 
previously. Indeed, it makes it possible to establish the identity of 
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a user, a service or a system, which is necessary to give him the 
appropriate rights. 

3.2. Security Policies  

A security policy is a set of properties that express the security 
needs of a system or a set of systems. Most security properties are 
based on resource access control. As a result, the concepts 
introduced in access control models can be transposed into a 
language to formally express the properties of the previous section. 
In this section, we shall first describe the main models of historical 
access control. Then, we shall present security policy and 
insurance policy expression languages, which express and apply 
security properties.  

3.2.1. Historical models 

As defined above, some security properties can be applied by 
access control mechanisms. An access control system is usually 
modeled using the following three elements:   

• A set of topics that are the active entities of the system (for 
example, processes); 

• A set of objects that are the passive entities of the system, 
on which the subjects can perform actions (files, sockets, 
etc.); 

• A set of permissions that represent the authorized actions 
between a subject and an object (reading, writing, etc.), or 
between two subjects (sending a signal). 

 Control of Discretionary Access   

Discretionary Access Control (DAC) is the default historical 
model present on most operating systems. In this model, the 
management of access rights to a resource is left to the discretion 
of the owner of that resource. For example, on UNIX, the owner 
of a file can set the read, write, and execute rights for itself, for the 
members of the group that owns the file, and for all other users in 
the system. 

An access control model can be represented as a matrix, where 
a line represents a subject, a column represents an object or a 
subject, and each element of the matrix represents a set of 
permissions of the subject on the object (or on the second subject). 
This model was formalized by Lampson [22, 23] using capacity 
lists and Access Control Lists (ACLs).  Therefore, it proposes to 
indicate, in an array A, the set D of the protection domains 
(representing program execution contexts, that is to say, the 
subjects) on the lines, and the set X of the objects on the columns. 
Hence, Lampson defines the lists of capacities (definition 1) which 
establish the permissions of a domain d on all the objects o of the 
system. This is the set of actions allowed for each domain d. 

Definition 1: List of Capabilities 

Given a d∈D domain, the list of capabilities for domain d is all 
couples: 

(o, A[d, o]), ∀o∈X.                                 (1) 

Afterworlds, Lampson defines access control lists (definition 
2) that specify the set of permissions granted on an object for each 
domain in the system. 

Definition 2: Access Control List (ACL) 

Given an o∈X object, the access control list (ACL) for object 
o is the set of pairs: 

(d, A[d, o]), ∀ d∈D.                                (2) 

However, this model is complex to update. For example, when 
adding a new user to the system, a complete row must be added to 
the A matrix. The Lampson model has therefore evolved to the 
HRU model. In the HRU model [24], discretionary access control 
is modeled from a matrix P containing all the subjects' rights to the 
objects. In this template, subjects can edit the access control matrix 
to create or delete topics or objects, as well as edit existing 
permissions. The HRU model models protection using the 
following elements: 

• An access control matrix P; 

• A set S of subjects and a set O of objects; 

• A set R of generic rights (reading, writing, execution, 
possession, etc.); 

• A finite set C of commands representing all the operations 
provided by the operating system (creation of files, 
modification of rights, etc.); 

• A set E of elementary operations: enter and delete (add and 
remove rights), create subject and create object, destroy 
subject and destroy object (destruction of subjects and 
objects). 

A triplet (S, O, P) represents the configuration of the system 
protection. In order to study the problem of the safety of a 
protection system, the authors of the model HRU are interested in 
the transfer of privilege (right) occurring when a command inserts 
a right r in the matrix P. The safety problem can be defined in the 
following way: given an initial configuration of the security policy, 
a system is considered safe for a right r if none of the commands 
of this system causes the transfer of the right r. The authors then 
showed that if the commands contain only one elementary action, 
the safety problem is decidable but its verification algorithm is NP-
complete. Nevertheless, in the general case (the commands contain 
several elementary actions), the problem is undecidable. In the 
case of an operating system, the commands are not mono-
operational and the problem of the safety of the protection system 
is therefore undecidable. This shows that it is impossible to 
guarantee security properties with a discretionary access control 
model. 

Other DAC models have been defined to extend the HRU 
model, including TAM (Typed Access Matrix) [25] and DTAM 
(Dynamic Typed Access Matrix) [26]. TAM extends the HRU 
model by incorporating a strong typing concept [27] which 
corresponds to the association of immutable security types to all 
the subjects and objects of the system. DTAM extends the TAM 
model by adding the ability to dynamically modify object types. 
The different models of discretionary access control are historical 
models. They are mainly used for system rights management. 

 Mandatory access control  
Discretionary access control leaves the management of 

resource permissions to their owners, that is, users of the system. 
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In practice, this system is limited since many attacks against 
systems aim to obtain privileged access (root, or super-user). Such 
an attack, so-called elevation of privilege, is intended to obtain 
rights greater than those possessed. Thus, it allows the user to gain 
full access to the system and its resources and to overcome 
discretionary control. Besides, studies [28,29] have shown that 
DAC models are vulnerable, particularly because of the need for 
users to correctly define the set of resource permissions. Any 
definition error can create a security vulnerability that can be 
exploited to gain privileges. Mandatory Access Control (MAC) is 
consequently intended to address this problem by imposing a 
security policy on system users. Anderson proposes the use of a 
reference monitor [30] to control the interactions between subjects 
and objects and to determine which ones are valid (that is, the ones 
allowed by the policy). This section shall present the main models 
of mandatory access control. These models explain the concepts of 
security properties (integrity, confidentiality) in order to apply 
them. 

The Bell-LaPadula (BLP) model [31] is based on the 
confidentiality needs of the military and is accordingly intended to 
prevent disclosures. This model extends the HRU model by adding 
the notion of a label associated with each subject and object of the 
system. A label corresponds to a security level and is composed of 
two security identifiers: the first identifier, hierarchical, indicates 
the level of classification (for objects) or authorization (for 
subjects), e.g., secret or top secret. The second identifier, called 
category, specifies the organizations using the information, for 
example, military or private. 

In addition to the classic rules which are defined by an access 
control matrix, two new rules are defined:  

• ss-property (simple security property): for reading access 
to be authorized, the subject requesting it must have a level 
of authorization greater than or equal to that of the object;  

• *-property (star property): Information can only be 
transferred from a lower classification object to a higher 
classification object.  

These two rules make it possible to ensure the confidentiality 
of the information and its non-disclosure. However, the existence 
of hidden channels can cause information flows that cannot be 
controlled. For this reason, a more restrictive version of BLP has 
been proposed with the following rules: 

• No Read Up: A subject requesting read access to an object 
must have a security level greater than or equal to the 
object; 

• No Write Down: A subject requesting write-only access 
(adding data) to an object must have a security level that is 
less than or equal to the object.  

Consequently, a subject requesting read and write access to an 
object must have the same level of security as the object. This 
model is sometimes called MLS (Multi-Level Security), and thus 
refers to the level system used to define security rules. 

A dual model at BLP, Biba [32] has been defined to meet 
integrity needs. The Domain and Type Enforcement (DTE) model 
[33] is a high-level mandatory access control model. Unlike 
models such as BLP or Biba, it is not intended to apply a specific 
security property, but rather to define the allowed access between 

different entities in the system. Nonetheless, this model can serve 
as a basis for implementing security property models, such as BLP, 
Biba, or process containment. The DTE replaces notions of topics 
and objects with those of domains and types. Thus, each object has 
a type and each subject runs in a domain. Access rights on types 
and domains are then defined for each domain. Consequently, this 
model aims to restrict the resources accessible by a process (even 
for privileged processes by the principle of least privilege) and to 
control which processes have access to sensitive resources. The 
different models of mandatory access control can be applied at the 
same time at the system level, in distributed environments such as 
the case of military infrastructures, or even be integrated within a 
software. 

3.2.2. Expression languages of security policies   

The access control models that were presented above are the 
historical models that allowed the definition of security policy 
expression models and languages. A security policy consists of a 
set of rules that may have the purpose of applying properties, 
possibly following one of the described models or reusing certain 
concepts. In this section, we shall describe the main models and 
languages of a policy expression. 

RBAC [Role Based Access Control] is a role-based access 
control model that simplifies the writing and management of a 
security policy. The administration of a mandatory access control 
policy involves the management of multiple access rules. Yet, this 
process is time-consuming and subject to errors. With RBAC, rules 
can be simplified by expressing them according to the role of the 
subject and not his or her identity. 

Thus, within an organization, roles are defined from the 
functions of the different positions and permissions are assigned to 
these roles. Users have roles that allow them to obtain permission. 
Considering that the roles are not directly assigned to the users, 
their management is facilitated. For example, when adding a user, 
it is necessary to assign the corresponding roles.  

Different versions of RBAC have been defined [34,35]:  

• Core RBAC understands the basic concepts of RBAC and 
specifies that user-role and role-permission associations are 
of many-to-many types; 

• Hierarchical RBAC adds inheritance support between 
roles: for example, a junior employee has a junior role with 
permissions and the senior role inherits permissions from 
the junior role; 

• Constrained RBAC introduces constraints to apply the 
privilege separation principle. Since 2004, RBAC is a NIST 
standard [36]. 

OrBAC [37] (Organization Based Access Control) is an access 
control model based on the concept of organization. OrBAC 
abstracts the notions of subject, action, and object by those of role 
(as in the case of RBAC), activity and view. Subsequently, this 
makes it possible to group entities according to the security rules 
that concern them, and thus simplify the expression of the policy. 
In order to facilitate the expression of dynamic policies, OrBAC 
uses contexts. Three types of rules are possible: First, permissions 
which allow a role to perform an activity on a view, in a given 
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context. Second, bans when an activity is prohibited and finally, 
obligations when a role must perform an activity on a view in a 
given context. An OrBAC rule can be expressed as follows: A role 
can have permission, prohibition or obligation to perform an 
activity on a given view when the associated context is verified. 

ABAC [38] (Attribute Based Access Control) is an access 
control model in which rights are given to users based on attributes. 
Attributes can be seen as features of system elements. An attribute 
consists of a type (for example, a role, a project, a sensitivity level, 
etc.) and a value that can be single-valued or multi-valued. For 
example, a role identifier or the value of the sensitivity level, etc.). 
These attributes can be compared to each other or to fixed values, 
which allows defining the rules of policy. For example, a rule 
evaluates one or more attributes of a subject to decide whether to 
allow or deny access to an object. Note that ABAC can be used 
with the DAC, MAC and RBAC models [39]. 

XACML [40] (eXtensible Access Control Markup Language) 
is a standard of the OASIS consortium [41]. It is both an access 
control policy definition language and a template for interpreting 
(allowing or disallowing) access requests based on this policy. 
XACML is based on the XML language. A set of XACML policies 
consists of policies, which are themselves composed of a set of 
elements: target, rules, a combination algorithm, and obligations. 
The target element indicates whether a policy should be applied to 
a given query. The rules specify the allowed accesses: they consist 
of a condition that is to say a Boolean expression.  If this condition 
is verified, it causes an effect (authorization or prohibition) on the 
access. The rule combination algorithm defines how the policy 
should be interpreted when multiple rules may apply, for example, 
"permission overrides prohibition". Obligations are optional and 
allow you to perform an action when a rule is encountered, for 
instance, generate an alert. However, because of the flexibility and 
expressiveness of XACML, the definition of security policies can 
be complex [42]. XACML cannot easily allow the cloud user to 
express his own security needs. 

Ponder [43] is a specification language for security and 
administration policies for distributed systems. It is a declarative 
and object-oriented language that supports different types of 
policies: authorization policies (specifying allowed or forbidden 
access for a subject), obligation (actions that a subject must 
perform in response to an event), restriction (actions that a subject 
should not perform), delegation (actions that a subject may 
delegate to another subject), constraint (to limit the application of 
other policies, for example in function of time). Meta-policies can 
also be defined to manage interactions between policies. Ponder2 
[44] reuses Ponder's concepts by adapting them to autonomous 
systems. Hence, Ponder2 is based on a decentralized architecture, 
made up of self-managed components (SMCs) capable of 
interpreting and applying the policy on system objects. The objects 
considered by Ponder2 are Java objects that can communicate with 
SMCs. These objects must be adapted to be managed by Ponder2. 

3.2.3. Expression language of insurance policies 

Security policies may be supplemented by insurance policies. 
An insurance policy must express methods for assessing the level 
of protection of a system. 

XCCDF [45] is an XML-based standard for specifying security 
checks and performance tests. Hence, it is, a language used for 

defining an insurance and verification policy. Besides, XCCDF 
can be used to automate vulnerability checks and responses when 
these vulnerabilities are detected. XCCDF is used by SCAP [46] 
(Security Content Automation Protocol), which is a set of 
specifications defined by NIST to standardize the format in which 
software vulnerabilities and security configurations are expressed. 
A distributed version of XCCDF, called DXCCDF [47], is used to 
express distributed vulnerabilities. 

OVAL [48] is another standard aimed at unifying the 
expression of insurance policies. OVAL uses XML to evaluate the 
state of a system by performing a series of tests on the machine. 
The evaluation of the state of the system with OVAL is broken 
down into three stages: the representation of the system 
information, the description of the different states and the 
transmission of the results of the evaluation. The distributed 
version of OVAL is named DOVAL [49] and can handle 
distributed vulnerabilities. 

A-PPL [50] is a policy language for expressing accountability 
obligations. A-PPL can be used for privacy management policies, 
access control, and usage control policies. Besides, A-PPL 
manages elements specific to the insurance: it makes it possible to 
define alerts in the event of a detected error and determine rules of 
localization of the data. It can also specify which are the 
characteristics wanted for the audit and the storing error messages. 

4. Meta-model for Security layer: 

Big Data solutions are more and more used. Indeed, many 
providers of Big Data solutions have already proposed 
distributions like HortonWorks, Cloudera, MapR, etc. Although 
each of these distributions has its vision for a Big Data system, they 
all share their necessary needs of the security layer. Accordingly, 
Security is a crucial element for both customers and service 
providers.  

However, before presenting the Security layer, we deem it 
necessary to talk firstly about our latest contribution of meta-
models. In fact, in our previous work, we have proposed meta-
models for layers: Data Sources, Ingestion, Hadoop Storage [51], 
Hadoop Platform Management [52], and visualization of Big Data 
architecture. Accordingly, we realized that there is a direct 
relationship between the security layer and the other layers in Big 
Data. In order to show the link between the layers of the Big Data 
system, we shall present in figure 1 the following meta-package 
diagram. It clearly indicates the meta-packages: IngestionPkg, 
DataSourcesPkg, HadoopPlatformManagementPkg, 
VizualisationPkg, SecurityPkg, and MonitoringPkg and the 
dependency relationship that links them. 
We present in the figure 2 the meta-model that we proposed for the 
Security layer in Big Data. This meta-model defines specific 
security concepts. To separate the access control mechanisms from 
the rest of the concepts, we have devised our meta-model to two 
separate parts: the meta-model of security concepts and the meta-
model that defines access control mechanisms. The purpose of this 
separation is to offer the possibility of extending the meta-model 
of access control mechanisms in our future work. It should be 
mentioned that this extension of the meta-model will not affect the 
rest of the meta-model. The figure 2 shows the meta-model of the 
general concepts of the security layer. 
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Figure. 2. Meta-model of general security concepts. 

A threat can damage the assets. A threat has the following 
properties: type, frequency (modeled as an annual rate), 
probability of actual success, and degradation (that is, the level of 
damage to an asset if a threat reaches its goal). ). Safeguards are a 
barrier to risk to reduce it. As indicated in the Safeguards type 
attribute, we can distinguish between Safeguard functions and 
Safeguard measures. Safeguards functions are actions that reduce 
risk while Safeguards' measures are physical or logical devices or 
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processes that reduce risk. Safeguards can act in two different 
modes, healing if they act on damaged assets or preventative if they 
act before a threat has appeared. A detailed emergency plan which 
consists of a set of safeguards is recommended to reduce a threat 
that may cause harm. 

There is no standard classification for security requirements. 
According to [53], seven categories were taken into account 
(confidentiality, access control, integrity, authentication, non-
repudiation, availability, and audit). Integrity is the guarantee that 
the information remains complete and correct. Access control is 
employed to force authorized users to access an asset. 
Confidentiality is to ensure that only authorized information can 
be read by those who are authorized. These three types of 
requirements are related to authentication and may have a 
condition that is defined as an expression. Authentication is a 
procedure by which a computer system certifies the identity of a 
person or a computer. The purpose of this procedure is to allow the 
person to access certain secure resources. It will compare the 
information of authorized users stored in a database (locally or on 
an authentication server) to those provided. Access will only be 
allowed if the information is the same. It is the administrator of the 
information system who grants the rights and sets the access. The 
user with an access account (ID + password) will only have access 
to the resources he is allowed to see. Availability maintains the 
proper functioning of the information system and ensures access 
to a service or resources. Finally, the audit assesses the IT risks of 
physical security, logical security, change management, 
emergency plan, etc. It also assesses a set of IT processes - which 
is usually the case - to respond to a specific customer request. All 
of these kinds of requirements can affect particular assets or the 
entire system. 

 
Figure. 3. Meta-model of access control mechanisms. 

These two meta-models that we have proposed show the most 
important attributes, concepts, and data types that a Big Data 
system would need. Indeed, the meta-class of non-functional 
requirements is the extension point of the main meta-model and 
has the ability to add new non-functional requirements. The 
security requirement is a non-functional requirement 
specialization intended to be the root of meta-classes representing 
security concepts. 

5. Transformations 

The meta-models that we have defined for the different Big Data 
layers represent the platform-independent model (PIM) level, 
which means a model-independent of the platform. The goal of 
these meta-models is to standardize concepts at the Big Data level 
and to create an independent meta-modeling of platforms and 
solutions. Following that, we made some transformations using the 
Atlas Transformation Language (ATL). This transformation 
language will allow us to move from the PIM model to the 
Platform Specific Model (PSM). PSMs can use domain-specific 
languages or general languages like Java, C #, Python, and so on. 
The techniques used in the MDA approach are thus mainly 
modeling techniques and model transformation techniques. The 
figure below shows the transformations that we have made in this 
paper to make the transition from our meta-model of the security 
layer at the level of Big Data to PSM: 

 

Figure. 4. Transformation of security meta-model to PSM. 

6.1. Configuration  

In this section, we shall discuss the techniques that we have used 
to implement the approach presented in Figure 4. Version 4.12 of 
the Eclipse IDE was used, with the addition of the Eclipse 
Modeling Framework (EMF) to draw the proposed meta-models. 
We also used version 4.1 of the ATL transformation language on 
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Eclipse 4.12, to define the transformation rules and to create our 
four transformations: Sec2LRSecIP, Sec2QR, Sec2RSA, and 
Sec2HKAnaP. The switch to the PSM did not take into 
consideration the version of the chosen solutions since the meta-
model we proposed is a standard for the security layer. After 
applying the transformation rules, the result found will be used on 
all versions of LogRhythm's Security Intelligence Platform, IBM 
QRadar, RSA Security, and Hawkeye Analytics Platform. 

6.2. Experiences 

While performing our tests, we used two datasets to better measure 
the transformation execution time to the four chosen solutions: 
LogRhythm's Security Intelligence Platform, IBM QRadar, RSA 
Security, and Hawkeye Analytics Platform. The results are shown 
in Figures 5 and 6. 

 

Figure. 5. Transformations time. 

 

Figure. 6. Execution time for ATL transformations. 

Table 1: Transformations runtime. 

Security 
solution 

LogRhythm's 
Security 

Intelligence 
Platform 

IBM 
QRadar 

RSA 
Security 

Hawkeye 
Analytics 
Platform 

Transformation 
time 763 1045 3456 2509 

 
7. Discussion and Perspectives 

The security properties that were presented in the first section 
are textual and abstract. They allow a user literally to express his 
security needs. Although these properties are high-level 
requirements, they cannot be directly applied to the system. This 
is why different models and security languages are designed to 
express these properties so that they can be applied to a system. 

In the second section, we presented historical models for access 
control policies and security and insurance policy expression 
languages. Indeed, Historical access control models introduce 
concepts. These concepts can be generalized to security policies 
that are not dedicated to access control. For example, modeling in 
subject-permission-object triplet form is not necessarily specific to 
access control. Besides, access control has shown the value of a 
mandatory security policy compared to a discretionary policy. In 
fact, a discretionary policy gives the possibility to guarantee 
security properties [56,57]. Existing policy models and languages 
also make it possible to introduce essential notions into the 
expression languages of security and insurance policies. Thus, the 
notion of role introduced in RBAC is used in other models of 
security policies, such as OrBAC and XACML. It can simplify the 
expression and administration of policy. These languages allow the 
definition of security needs in the form of properties. However, 
these policies are often restricted to the expression of a property 
and support only a subset of properties. Moreover, existing 
languages are mostly not suitable for defining security and 
assurance properties for cloud and big data environments. 

As we have mentioned before, Big Data has become essential 
in today's world. Indeed, our analysis of the subject leads us to find 
that there are several solutions to manage Big Data in the market 
(HortonWorks, Pivotal HD, IBM InfoSphere BigInsights, etc.). 
Each of these solutions manages Big Data in its own way without 
relying on standards like meta-models. This of course results in the 
diversity of solutions and the non-interoperability between the 
different solutions. During our research project, we have worked 
on the meta-modeling of the different layers of a Big Data system 
[58]. In this paper, we rely on comparative studies that we have 
already done to draw the key concepts of the security layer. The 
meta-model that we proposed for this layer and the other layers is 
platform-independent according to Model-Driven Architecture 
pattern. By using the ATL transformation language, for example, 
we can move to the other platform-specific models (PSM) [59,60]. 
The PSM we have chosen in this work are LogRhythm's Security 
Intelligence Platform, IBM QRadar, RSA Security, and Hawkeye 
Analytics Platform. After the creation of these meta-models, in the 
next step, we shall work on the creation of models respecting these 
meta-models. Then we shall define the transformation rules 
between these meta-models using the transformation language 
ATL (Atlas Transformation Language). These meta-models are 
platform-independent according to Model Driven Architecture 
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pattern, which describes the structures of Big Data layers 
independently from any specific platform. 

8. Conclusion 

Big data refers to the collection and aggregation of large 
amounts of data from different sources to extract information 
through statistical, descriptive and predictive analysis. Several new 
solutions exist in the IT market that can handle this huge amount 
of data. This big data trend makes security an essential but complex 
point to address. The definition of security needs can indeed be a 
difficult task, especially since the user of the service does not 
necessarily know these needs. However, we have seen that there 
are methods of risk analysis that allow a user to determine their 
security needs. Thus, we have presented in this paper the different 
basic security properties that may correspond to the needs of a user, 
as well as several models of policies to express these needs. After 
that, we have defined a standard meta-model for the security layer 
that represents the PIM level. Finally, we made transformations to 
move from our meta-model to four PSM. 
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