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A B S T R A C T
Nowadays, the Internet has become an indispensable tool for the realization and continuity of activity at a different time, place, and technological context (e.g., mobile, pc, tablet), so that interaction techniques through the use of multi-device support have become of great interest. From this perspective, continuity in interactions is an essential concept in the face of changes in context environments where an interaction develops. There are works related to the continuity and support of multi-device environments through software platforms that are useful to improve continuity support; however, reducing steps to resume an activity on a different device is an aspect that needs to be studied in greater detail. In support of the above, this paper presents an exploratory study that shows that continuity is a useful feature for users; however, there are still aspects that need to be studied. Therefore, in this paper, we propose a platform to implement continuity in a workflow that reduces the steps necessary to continue and resume activity in a different device context and a case study which serves as a method to evaluate the platform proposal and the models on which it is based.

1. Introduction

The Internet has become one of the main tools for carrying out different activities in various sectors, for example, work, entertainment and communication [1]. The evolution of the Internet has had effects in many areas of information and communication technologies such as computers [2] that make use of it, and the paradigms and models of software development [3].

The evolution of computers towards small devices with considerable computing capacity and intelligence, have brought about changes in the design and interaction paradigms seeking a better integration in our environments [4]. The constant evolution of computers towards small devices with considerable computing capacity and intelligence, have brought about changes in the design and interaction paradigms seeking a better integration in our environments [5]. In general, these developments use tools that make it easier to carry out software projects.

Interaction techniques through the use of platforms with support for multi-device environments have become one of the fields of greatest interest thanks to the great adoption of the internet and the evolution of information and communication technologies, taking advantage of its advantages [6]. The tools that have emerged derived from these techniques are broad and useful, focusing on different areas of interaction such as the use of single sign-on systems, the use of multiple devices to interact with the same system at the same time, and the ability to continue certain activities with a long duration across different contexts [2].

In multi-device interactions, an activity can be carried out through different devices and in other contexts; this is much more complex to keep a user-focused on an activity and recover the activity’s status was left. For example, a student who writes a document on a computer at his school may interrupt his work and continue it later from a different computer at home. This activity implies having to transfer the information from one computer to another and recovering the last state (e.g., page of a document where the student was, available tools, and information on the clipboard).

Continuity has become an essential concept in recent years for commercial information systems. We can find these systems such as Netflix, Amazon Video, and Spotify, which allow through a login and constant synchronization between devices to maintain a state between them and allowing the user to resume their activity (playback of some content multimedia) in a different context. Similarly occurs with Apple operating systems, which, in the case of system-specific applications, allow resuming an activity between devices, omitting several additional steps to do so.

Continuity has been one response to the interruptions brought by changes in context, reducing the number of steps necessary to
continue an activity; however, its implementation is complex due to multiple aspects [4], [6]. Therefore, we propose a conceptual platform that helps implement continuity in a software project, and it helps reduce the number of steps necessary to continue an activity when changing context. This proposed platform allows programmers and designers to focus their efforts completely on said design and reducing the workload to implement continuity. It also reduces the users’ cognitive load in applications complex by quickly migrating an activity between different devices, reducing interruptions in the workflow.

This paper is structured as follows. Section 2 reviews the terms related to continuity in the workflow, and Section 3 presents a comparison of the work related to continuity and workflow. Section 4 presents a study of continuity in commercial applications. Section 5 presents a conceptual model of continuity in software projects. Section 6 presents a case study where the platform was implemented for testing. Finally, Section 7 presents the conclusions and future work.

2. Continuity in workflow

2.1. Workflow

The term workflow is a concept applicable to all areas where the human being develops. Specifically, information systems refer to a series of tasks that must be followed and completed so that a user can obtain a result (e.g., complete an activity). In [7], the authors refer to the workflow simply as flow. The workflow tends to be confused with the activity itself. This activity is the aim pursued by the user. For example, when someone to read a book, the workflow is necessary to complete it: i) read chapter 1, ii) read chapter 2, among others. The workflow has the characteristics shown in Table 1.

2.2. Interaction between devices

Adopting multiple devices in people’s daily lives creates an environment where information is easily shared between them [8]. Currently, users are not limited to owning only a computer and a mobile phone, systems that in most cases are isolated from each other. In these environments, a user can have multiple computers that are used in different places and with other devices such as tablets or Smart TVs that have tools and applications that have the ability to interact and communicate with each other to offer the user a user interface that is seen as a whole, regardless of the equipment or device where users perform an activity.

Interaction between devices is an emerging branch of Human-Computer Interaction (IHC) focused on the way in which users interact between the different devices to which they have access, as well as the way in which applications take advantage of these forms interaction to offer much more dynamic user experiences [9]. There are two types of interaction between devices, i) interaction with multiple devices and ii) interaction across multiple devices [6]. The i) interaction with multiple devices is based on the ability of each of the devices to operate a system or application at the same time [10], allowing to create an environment where each device takes a specific role within the application and thereby better distributing the options and capabilities of the system. It focuses especially on collaborative environments where each person can take a specific role within the application, adapting the interface to each role and thereby avoiding overloading the interface with unnecessary elements. On the other hand, ii) interaction through multiple devices focuses especially on monitoring activities that were started on a certain device, and due their duration, it may need to be interrupted and continued on a different device [7], facilitating the change of context for the user using concepts such as continuity and workflow to provide better user experiences.

Table 1: Workflow characteristics

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Divisible in tasks</td>
<td>The activities can be divided into more specific and shorter tasks, the completion of these tasks has the consequence of approaching the end of the activity.</td>
</tr>
<tr>
<td>Duration</td>
<td>It is an important factor in the definition of an activity and its flow, it defines the time that is invested in carrying out the activity and generally greatly affects the methods and moments of interaction.</td>
</tr>
<tr>
<td>Focus</td>
<td>It refers to the number of people involved in the activity; it affects the way in which the activities are carried out. It is possible to catalog the activity flows in two: one user and multi-user.</td>
</tr>
</tbody>
</table>

2.3. Continuity

The continuity term is defined as the ability to perform an activity on devices used sequentially and without presenting major interruptions in their workflow (context changes) [6]. It is a capacity and characteristic that we can find present in many commercial systems and applications and that take advantage of the benefits of the Internet and the capabilities of the devices with which we interact to reduce the steps necessary to continue an activity between them.

The experiences that implement continuity have 6 main characteristics that can be seen as objectives to be achieved [6]: i) Privacy, provide the user with the assurance that the data is safeguarded. ii) Appropriation, operate inherently in conjunction with the user and their work context. iii) Personalization, provide users with the possibility to choose which and when the continuity functions are activated. iv) Awareness, ability to “infer” the next steps that the user will perform. v) Inclusion, broad compatibility with current and future devices of the user, increasing interaction possibilities. Finally, vi) Troubleshooting, offering the ability to solve problems arising from the use of continuity to the user.

In a specific context in which a user interacts with a system that implements continuity and requires interrupting their work and continuing it in a different context, it is possible to distinguish two types of continuity [7]: monoactivity, and sequential activities. In monoactivity, continuity refers to activities such as: reading a book, watching a movie, or writing a text that may require a long time to complete. The advent of technology and the great expansion of mobile devices have contributed significantly to users changing how they performed these actions [2]. These activities can be carried out in short periods, where the context of use and the time available have an essential effect on the...
interaction. Continuity in one-time activities focuses on this type of interaction, trying to minimize the necessary steps so that a user who left an activity pending completion can resume it when he deems it appropriate.

Continuity in sequential activities refers to when the user faces activities whose time and necessary effort allow them to be divided into the performance of sub-activities [7]. The continuity in these types of activities does not depend on being able to carry out the same activity through different contexts, but rather on maintaining a state between all the sub-activities, allowing the user to minimize the mental processes necessary to continue working. The design of these interactions is not based on its duration but rather on the place where a sub-activity occupies the general activity. In general, these types of interaction focus on offering the user information related to the last time they interacted with the system rather than minimizing the steps necessary to continue with the activities.

3. Continuity related work analysis

Multi-device environments and the accelerated evolution of information and communication technologies have led to the development of a great variety of works with multi-device and continuity implications; each of them has its characteristics and qualities. Among the works carried out, the most noteworthy include frameworks, development tools, and evaluations of applications that implement continuity.

3.1. Frameworks

The frameworks are a recurring theme in computer science because they allow us to establish future work bases and propose different approaches to solve a problem. In the multi-device and continuity field, there are several works where proposals for theoretical frameworks are presented. Recent works conceptually propose a framework for co-located devices in the same environment distributing the interface of an application through the users’ roles when using the interface simultaneously [10].

In [11] propose a conceptual framework where for each device a role must be established and used in some way within the adaptation process, continuity is included at the conceptual level. More recent works introduce the concept of continuity as in “Design a framework to support the development of smart cross-device applications” [9], where a framework is proposed which provides guidelines and tools to distribute interfaces through nearby devices. Continuity is introduced as a state maintenance that improves the user experience.

A recurring theme in framework development is maintaining state through different methods. In [12,13] present frameworks that allow data to be automatically migrated between applications. However, they do not have current tools that maintain the state completely. On the other hand, [14] propose a tool to migrate data through interaction with Kinect to migrate data during a work session with several devices easily.

3.2. Development tools

Application development is a complex task that uses many tools to facilitate the process. In the field of continuity and multi-device interaction, work has also been carried out based on tools' development.

In [15] present a studio-type tool focused on the design of multi-device interfaces, and focused on its interactivity. The tool focuses on designing web-based interfaces that can be distributed and function in a coordinated manner between various devices; it also allows defining contexts for the devices to adapt according to them.

Several tools focus on data migration; among them, we can find tools that allow data to be migrated between “neighboring” applications of a mobile device [16]. In [2] propose a tool that allows for migrating information searches between different devices while maintaining history. On the other hand, there are works such as present in [17–19] that allow for migrating the state through different triggers such as biometric sensors and JavaScript methods. Finally, in [20] present a tool that allows data to be migrated through NFC tags, mainly focused on web searches.

Other authors have focused on the development of tools that support the internal procedures of the applications. In [5], the author propose a middleware type tool to implement a single sign-on between devices; continuity is a crucial part of the tool since, through this sign-on, the state can be transferred between devices.

3.3. Evaluations to applications

Continuity is a tool that has been implemented in both software projects and projects for the commercial field, verifying the effectiveness of applications that implement continuity. A multimedia application prototype to continue multimedia consumption through different devices was developed in [21]. This prototyping’s main objective is to demonstrate the interaction techniques' effectiveness between the most used devices. Through the study and the prototype, it was possible to demonstrate that it developed software with a user-centered approach is necessary. However, there are still processes that can be implemented to improve interaction.

On the other hand, a conceptual model is presented in [22] where long-term searches on the web are supported across different devices; their approach is not just based on allowing long-term searches across different devices. It also provides intelligence by offering suggestions based on search patterns. The study carried out on the model showed significant differences in user interaction, depending on the context and type of device used.

In [6], the author evaluated one of the most representative applications of continuity in a commercial context: Apple Continuity. The study carried out contrasts the characteristics of Apple’s service against user comments; the results indicate that continuity is accepted and desired by users in general. However, adapting to these new interaction methods can become complex, so the focus on user-based development is important to avoid such complexity. Further, [23] present an evaluation of automatic code generation to implement continuity with a strong emphasis on commercial applications.

Finally, there are work that present the applications of a method developed by authors to evaluate the migratory aspect of multi-device application such as presented by [24], [25].

3.4. Continuity related work comparative

By reviewing the work related to continuity and multi-device applications, Table 2 is presented, which shows that several
elements come into play when continuity is implemented in devices and systems.

The concept of multi-devices is applied in many ways throughout the different jobs, allowing the creation of different forms of interaction in the systems. It is also proven that it is a key point to give way to the continuity of activities in applications.

<table>
<thead>
<tr>
<th>Paper</th>
<th>Year</th>
<th>Type</th>
<th>Emphasis</th>
<th>Multi-device</th>
<th>Continuity</th>
<th>Explicit</th>
<th>Implicit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mobile to TV migration</td>
<td>2008</td>
<td>Tool</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Remote AppBus</td>
<td>2009</td>
<td>Tool</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Flexible framework</td>
<td>2009</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>JavaScript state</td>
<td>2011</td>
<td>Tool</td>
<td>Frontend</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Multimedia prototype</td>
<td>2011</td>
<td>Evaluation</td>
<td>Frontend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Deepshot</td>
<td>2011</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Single session start</td>
<td>2012</td>
<td>Tool</td>
<td>Backend</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Virtual Browser</td>
<td>2012</td>
<td>Tool</td>
<td>Backend</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Taskshadow-W</td>
<td>2013</td>
<td>Tool</td>
<td>Backend</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Communication evaluation</td>
<td>2013</td>
<td>Evaluation</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Interface IDE</td>
<td>2014</td>
<td>Tool</td>
<td>Frontend</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>XDKinect</td>
<td>2014</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Search model for continuity</td>
<td>2015</td>
<td>Evaluation</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Code generator</td>
<td>2015</td>
<td>Evaluation</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Apple Continuity</td>
<td>2016</td>
<td>Evaluation</td>
<td>Frontend</td>
<td>Yes</td>
<td>Yes</td>
<td>Depends</td>
<td></td>
</tr>
<tr>
<td>CustomConsole</td>
<td>2016</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Moving context kit</td>
<td>2017</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Yanux framework</td>
<td>2018</td>
<td>Framework</td>
<td>Frontend</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>CORMORANT</td>
<td>2019</td>
<td>Tool</td>
<td>Backend</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Model 4C’s</td>
<td>2019</td>
<td>Framework</td>
<td>Backend</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
</tbody>
</table>

In the same way, works have been created that support the implementation of a part of continuity in applications. The main problem found in them is the poor compatibility with applications due to their focus on a specific aspect makes it difficult for continuity to be implemented by developers except in the aspects for which these tools were developed. It is also noteworthy that, in recent years, jobs such as [9–11] have focused on the creation of frameworks both at a conceptual and technical level for the creation of tools with interactions in continuity, showing a huge advantage over applications because they allow developers to expand the range of end uses that may have an application.

Based on the information presented in Table 2 and the reviewed works, we can see that, although explicit continuity and implicit continuity (called by many authors as maintenance of a state) are characteristics that do not always go hand in hand. The results, especially from those studies focused on evaluations of continuity implementations, suggest maintaining a state in applications that implement continuity is a very desirable feature.

With the analysis of the related works, it can be affirmed that one of the ways to implement continuity in the applications is through a framework or technological platform that provides developers with the necessary tools to create ecosystems with continuity characteristics. Although forays into these types of work have previously been made, there are aspects that remain to be covered, such as compatibility with modern platforms and with future platforms and the generalization of activities.

One of the most desirable features in continuity is maintaining an application state, which, in the long run, reduces the steps to resume an activity. This aspect is a topic little explored by researchers.

4. Exploratory study

In support of the points identified in the review of works, an exploratory study was designed to identify points of improvement in the user experience in multi-device applications, with a specific focus on applications that implement one or more aspects of continuity. The methods and materials used for this study are described below.

4.1. Experiment design

For this study, an exploratory experiment was designed and executed using the Google Forms tool; a questionnaire was constructed with a total of 20 items or questions that encompassed four different categories. Users were chosen randomly, regardless of their age, gender, or degree of academic studies. A total of 30 people were chosen for the application of the study.

The categories considered for the exploratory study are the following: i) general user data for classification and future consideration during data analysis; ii) continuity analysis in multi-device applications focused on music streaming; iii) continuity analysis in multi-device video streaming applications; and iv) continuity analysis in multi-device applications for document editing.

4.2. Evaluation tools

For the study, a questionnaire with 20 items was designed, the first four dedicated to categorical information from the user; the rest are described in Table 3. For its execution, the Google Docs tool was used; specifically, the Google Forms application allowed the questionnaire to be distributed quickly and effectively to the respondents. Another reason for its choice is that it provides a graphical analysis of the results and avoids the results’ repetition by monitoring the respondents with their email.

<table>
<thead>
<tr>
<th>ID</th>
<th>Question</th>
<th>Detail</th>
</tr>
</thead>
<tbody>
<tr>
<td>5</td>
<td>How often do you use these devices to play music?</td>
<td>Question on Likert 5 points scale</td>
</tr>
</tbody>
</table>
6. It would be useful if the application automatically changes places to play your music on the most suitable device

7. Would you like the application to be displayed as you interrupted it on another device when changing devices?

8. What would you expect your player app to do when you want to switch devices?

9. How often do you use these devices to play video?

10. Of the following characteristics of an application for video playback, which of them are most important to you?

11. Is it useful to you that a video player application allows you to continue a movie / series right where you left off?

12. You would like a video application to allow you to continue with a movie / series on another device only by turning it on and opening the application

13. When it comes to playback across multiple devices, what would you improve on a video app?

14. How often do you use these devices to work on a document?

15. Have you ever used the “pick up where you left off” feature in Microsoft Office

16. How useful is this feature for you when switching from one workplace to another or between different devices?

17. How much would you like Microsoft Office to allow you to continue a document without having to indicate it using the “continue where you left off” function?

18. Would it be useful for you if, in addition to taking you to the section where you worked in the document, also the settings, clipboard and tools kept their last state?

19. Would you like that when you open the Microsoft application (Office, Excel, PowerPoint) it would automatically open the last document you had open?

20. When it comes to writing documents, what would you expect from an application when switching between contexts or devices?

4.4. Results

Regarding music playback applications, it is notable that one of the characteristics most sought after by users is the “intelligence” of the application to play on the most suitable device available.

The results translate into that it would be instrumental for most users if they are playing music, and this automatically chooses the most appropriate device to play on. For example, a user who plays content on their cell phone, and when they get to Your home could automatically transfer this playback to your TV or computer, without the need for intermediate steps.

4.3. Process

The participants' selection was carried out randomly, a short introduction to the subject of the study was given, and the instructions for filling out the tool; their participation was completely voluntary.

The tool was sent by electronic means to the users chosen for the test who had the approximate time of 1 day to answer them without affecting their working hours or daily activities. Finally, after a week, the data obtained through the platform was collected for subsequent analysis.
In this type of application, two important aspects can be distinguished with regard to continuity. An important aspect mentioned by users is that the application directly remembers the status of the application with the documents they are working on, without the need for this function to be explicitly activated by the users. On the other hand, users would also find it useful to retrieve the configuration of tools for editing documents such as clipboards, temporary settings of the application, and additional tools such as a calculator or a browser; the results of the latter can be seen in Figure 3. With what was previously described, some users differ in the case that the application implements implicit continuity. It could be noted in the review of the comments made by the users; not all agree that the last document worked should be opened.

In Figure 4, the general behavior of the platform can be observed. Through a set of layers, the necessary support is provided to create multi-device environments, taking advantage of the possibilities of explicit continuity and, above all, of implicit continuity, regardless of the type and number of applications being developed.

The persistence layer focuses on the storage of information corresponding to the application domain and the context where it operates (for example, the type of device used and the environment where it is done), typically composed of three elements, i) the application's usage status data, that is, configuration and usage information, this data contains information about how the last device was used ii) the device status data that considers device-specific details such as type of last device or the app version used which helps to adapt the interface of next used device and iii) the domain data referring to the application's own information (documents, photos, among others) which is used to present the data that were working, is based on unstructured language for the storage of information. This layer also contains the basic operational engine, which provides essential functions (create, update, delete, and read) over the data storage in order to operate with the basic application information.

The objective and the structure of the model for the platform allows the reduction of steps necessary to continue an activity between several devices, that is, to facilitate the implementation of implicit continuity in several applications.

5. Conceptual model for continuity implementation in software projects

Based on the models proposed by [5,9–11,15] and in the results of the continuity study carried out, a technological platform proposal was made at a conceptual level for the implementation of continuity in the activity flows shown in Figure 4 and detailed in its components in Figure 5. This model proposes an architecture for a platform where applications compatible with different devices can be easily implemented, and one of its goals is to allow its users to continue their task in a simple way when faced with a context change. The objective and the structure of the model for
Table 4: Description of the conceptual model of a technological platform for the implementation of continuity in workflow

<table>
<thead>
<tr>
<th>Characteristic</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Context DB</td>
<td>Storage component that allows to save the information of the context of use of the devices, it is a long-term data storage software, it contains elements that function as tools for the selection of device sequence and the configuration of interfaces</td>
</tr>
<tr>
<td>Identity DB</td>
<td>Storage component that stores information corresponding to users and that is used as a starting point to create state representations, this database must contain data from the user that help to identify the information that is stored in the context and domain database, its purpose is to maintain control over the information that the platform operates</td>
</tr>
<tr>
<td>Domain DB</td>
<td>Storage component focused on the operational information of the applications, it contains representations of the information that the user enters or obtains from the application.</td>
</tr>
<tr>
<td>Basic Operational Engine</td>
<td>It is a logical component that provides access to the basic functions on the storage components, the proposed implementation design defines an engine for domain data and another for identification and context information in order to reduce workloads over other components.</td>
</tr>
<tr>
<td>State Processor</td>
<td>Logical component that allows composing and decomposing the state representations and the information obtained from the operational engines and sending that information to the next layer depending on whether it is retrieved or entered into the platform, its purpose is to offer an interpreter for both directions of the platform.</td>
</tr>
<tr>
<td>Domain Processor</td>
<td>Logical component that provides functionality on domain information and that must establish the data transformation bases for the changes that are necessary between the jumps of multiple applications. This element works as a translator when it is necessary. It must also be responsible for communicating the domain data to the upper and lower layers in order to reduce the information contained by state representations.</td>
</tr>
<tr>
<td>Connection provider</td>
<td>High-level component that functions as a data input to the lower layers, receives the information from the data collector and is responsible for passing it to one of the two processors of the business layer. This component is proposed to function as an API in order to be able to be integrated into software projects without having to modify the base structure of the project.</td>
</tr>
<tr>
<td>Data Collector</td>
<td>Its a high-level component that is proposed to be responsible for direct communication with the final applications, it must be in charge of obtaining the necessary information to create the representation of the state that will be sent to the connection provider and also of presenting the information when a representation is retrieved from the platform towards a final device. It is proposed that this element be built as libraries for the specific programming languages of each final application.</td>
</tr>
<tr>
<td>App 1, 2, … N</td>
<td>These are the final applications where the platform can be implemented, which can go from 1 to N, each one can have its own logic processes, information storage media and graphic interface.</td>
</tr>
</tbody>
</table>

The persistence layer communicates with the business layer, which comprises two processing services (state and domain logic). These processing elements are responsible for making the necessary changes to the data; being the most important elements since a large part of the adaptation depends on them. Finally, in the highest part, the transport layer is composed of two elements (data collector and connection provider). These elements are those that are exposed to the developers and are integrated into the final applications, built in the form of APIs, extracting the necessary information from the applications and sending them to the processing models so that the rest of the platform works. It is also are responsible for making the necessary changes to the application interfaces. It is through these two elements that applications reduce the steps necessary to resume activities. These elements have to be able to scale to serve as many final applications as a program has been developed.

In order to support the understanding of this platform, a diagram was developed with the components of the model and which is presented in Figure 5, as well as the description of these components which is found in Table 4.

![Platform implementation roadmap](Image)

Figure 6: Platform implementation roadmap

In Figure 6, the platform implementation is shown; in the upper part the work stages are shown directly on the platform which are: i) pre-requisite installation in which the execution environment of the platform through the configuration of tools for database management and the programming language used by the platform, ii) installation of the platform that consists of downloading the platform code and its configuration with the database management tool, iii) Execution which consists of the start-up and rapid tests of the correct operation of the platform.

At the bottom of the implementation sheet, the steps after the installation of the platform are shown, which apply directly to the software project; these steps are: iv) Integration where the libraries that are added to the software projects allow communication to the platform and its configuration, v) Implementation where the views and functions of the software are developed, and it is indicated where the platform libraries will work and vi) Testing and refinement where the tests should be carried out on each final application and adjusting functions in case these changes are necessary.

6. Case Study

The platform is an intermediate software that communicates with the different components of other applications; due to the nature of this type of software. It is impossible to carry out functional and use tests directly on its construction, so the software is implemented in a Case study where both the function and the user experience when using continuity could be evaluated.
The selected case study is an application that allows you to create exams according to a catalog of questions previously evaluated and approved. The process of editing an exam can be a complex task for those who take it, and because of this, in many cases, it is necessary to move it between one device and another.

The case study has three elements: a direct administration system that allows the question catalog to be generated, edited, and debugged. A web application is attached to the administration system to generate the exams from any browser. Finally, an Android application that also allows generating the exams.

The structure of the selected application makes it perfect to test the proposed solution because it’s possible to change between two different types of apps and two different contexts, also, the selected applications can be executed in many modern mobile devices and even in any device that can accessing internet through a web browser.

On the other hand, the limitations of this case study are that it does not allow the analysis of an interaction that is too deep, such as using a text editor, in addition to the fact that it is an application in its final stages of development, so an error that is not related to the use of continuity and biases the study in a certain way.

Two libraries were built that allowed to integrate the platform in the case study, the first in JavaScript for the web sections and the second in Java - Android for the android section of the case study. Figure 7 shows in detail the structure and elements that make up the platform in its implementation for the case study.

The persistence layer is implemented through two databases that represent the storage components, one for the domain and one for the state. These connect a first layer of python that offers basic functions on databases (basic functional engines). At the second level there is a business layer that implements methods and processes to arm and disarm the state representations and finally the transport layer is responsible for implementing a RESTful-type web service and the two libraries mentioned above, while the REST service receives and sends the information when the libraries so require, the libraries control directly and in a practically automatic way the events in the applications of the case study that save and retrieve the information.

7. Conclusions and future work

The development of computer systems has changed over time, adapting to the different tools that arise daily. The notable increase in the use of mobile devices is one of the main reasons that have led to the emergence of new interaction and development paradigms.

One of the main topics that researchers and the market related to systems development have focused on is multi-device interaction. Continuity arises as part of the multiple ways in which a multi-device interaction occurs. The possibilities that continuity offers to improve the different ways in which a user interacts with a system are vast, yet there is still a long way to go.

One of the problems that researchers currently focus on solving through the use of continuity is the minimization of interruptions in the flow of an activity, something that could be seen through the review of works related to this research and the exploratory study carried out is a feature that users are beginning to expect from the systems.

The design of a platform to implement this type of interaction is complex due to the components that are required for correct operation, as well as the very logical structure that is required to maintain the state of the applications between the changes made by the user.

The results obtained once the implementation was carried out in the case study were favorable, the platform facilitated the continuity implementation in the case study and also allowed to reduce the necessary steps to resume an activity, which facilitated context changes for users.

In contrast to other works that were reviewed during the writing of this document, we can see that a platform that provides full support for continuity has a deeper impact than applications such
as [2,4,5,12–14], whose emphasis is strongly focused on the login and the migration of user data over the migration of operation data.

On the other hand, a better performance can also be noted than the proposals made by authors such as [3,9,11,16,18], where migration Information is a present feature, but small details such as the configuration or the last view requested are not considered, forcing the user to have to remember this when resuming an activity. It is still necessary to make improvements with respect to the platform's ability to adapt based on usage preferences and configurations that affect continuity, as well as to carry out tests that guarantee its effectiveness, with continuity being a useful tool in different contexts of use. However, it still requires a long and dedicated development process.

Finally, as part of the future work, it is expected to carry out a series of tests through the case study in order to validate the functionality and design of the Platform.
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