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**A B S T R A C T**

Formal methods are one of the efficient tools to verify and validate designs for different kinds of systems. Smart systems are attracting researchers’ attention due to the rapid spread of new technologies all over the world. Modeling a smart system requires connecting heterogeneous subsystems together to build it. Our contribution to this work is in focusing on using formal methods to prove that a design model meets its specifications. We have chosen to design a smart school building system due to the lack of research in this particular area, and to prove that formal methods are appropriate for different systems applications. In this paper, we have used UML diagrams and the formal specification language TLA+ to design a smart school building system. We validate our design using the TLC model checker. The smart school system has many subsystems connected together including a secure access system, lighting control system, climate control system, and smoke detection system. Safety is a very important attribute in this system. Our goal is to have a smart system that satisfies its functional requirements as well as any non-functional requirements like safety. The system provides safety for employees and students in the smart school.

1. Introduction

Smart systems that have been designed and modeled by researchers include a smart school [1], smart library [2], a smart office [3], a smart home [4], and a smart campus [5]. The main focus of these systems was on safety and the ability to achieve specific goals. This paper is an extension of work originally presented at the 2020 IEEE 3rd International Conference on Information and Computer Technologies (ICICT), San Jose, CA, USA. [1]. In this paper, we modify the old smart school system in [1] using TLA+ tools to make it a more secure and safe system. To prove the design correctness, we validate our design using the TLC model checker.

We used both informal modeling methods like the Unified Modeling Language (UML) [6] and formal methods [7] to define system entities, system behavior, and sequence of actions. UML provides different kinds of modeling diagrams such as state diagrams, sequence diagrams, and object interaction diagrams. As well as diagrams, UML has notations and presentation conventions that have become common in the object-oriented domain and structured methods. UML can be defined as a set of graphical models which represents several properties of an object-oriented design [6]. The structural and behavioral models are UML’s two most important model types. In this paper we choose to use behavioral models to represent the behavior of the smart school system.

To model a complete smart system, we need to integrate different subsystems together, which makes verification and validation of the whole system harder to accomplish. Formal methods are one approach that can provide verification and validation [7]. Formal methods are valuable due to their ability and effectiveness in designing systems which are close to bug-free. Many reputable companies have begun welcoming and using formal methods in the last decade [8, 9]. Furthermore, many researchers used formal methods to validate their design systems. Examples include the work done in [3, 10, 11, 12].

Formal methods support development, specification tools, and verification in both hardware and software systems [7]. Formal methods are techniques that are mathematically based and are used to prove that the system’s specifications meet its implementation. Formal methods provide simplicity and remove complexity, which is an important factor in system development, as well as verifying different system attributes such as reliability, accuracy, correctness, security, and safety [7]. A formal verification scheme is used in formal methods to ensure the system will be correct
before accepting the design. All these characteristics of formal methods make them highly trusted compared to other verification methods [7]. Formal methods have been used for different systems applications to guarantee safety and correctness and have been extensively verified for many of these systems. The strength of formal methods lies in catching systems bugs and errors which cannot be caught by other verification methods. This makes them popular with big industrial companies seeking to verify and validate their complex systems. Modeling the system using an abstract mathematical model is the first step in applying formal methods. This first step describes the system’s requirements using a formal specification language. In this work, we focus in ensuring both safety and security for our smart system since having a secure login system will enhance the overall system’s safety as a result. We also add in additional safety features such as fire or smoke detection.

Formal methods use formal specification languages in the process of system analysis, requirements analysis, and system design [13]. Describing a system using a specification language is different from writing executable code using a programming language. Specification languages do not describe the “how?”, they describe the “what?”. Verifying the program correctness by creating proofs is one of the important features of specification languages. We can use formal system syntax, proof rules, and semantics rules when applying a specification language [13]. The language can be determined by the syntax and semantics, and the proof system is the result of the proof rules. Specification languages use expressions to represent specifications. These specification languages are used to stipulate design of hardware/software systems, describe a domain formally, or to give requirements recommendations to the system [13].

In this paper we will use the TLA+ specification language. TLA stands for “Temporal Logic of Actions”. TLA+ is a high level mathematically based formal modeling language. It is used to model distributed and concurrent systems. It is also used to find design errors which are hard to find in the code level and hard to correct. The designer of TLA+ is Lamport, who wanted to describe distributed algorithms formally. He published his book Specifying Systems [13] in 2002. He describes TLA+ in this book, along with how to use TLA+, and how to use its efficient tools. TLA+ has modules that include specifications and can be reused independently. Most mathematicians consider TLA+ to be a standard basis to formalize specifications [13]. In TLA+, both properties and specifications of a system are written as logical formulas. Actions like hiding of the internal state, refinement, and composition of the system are performed using logical connectives of quantification, implication, and conjunction. In order to help a designer in the formal development process, TLA+ has supporting tools such as theorem provers and its powerful model checker TLC, which we used in this work to validate our model [13].

In this work, we will use the TLA+ formal specification language to model the smart school system. We describe the system’s abstract model using UML. Extending work in [1], we improve the TLA+ model, and we use the powerful TLC model checker to verify and validate our system. Our modified smart school building system has various subsystems. Students, employees, and visitors must enter using a secure login sub-system to ensure security and safety. Each person must enter a correct username and password to enter the school building using the main door. Once the first allowed person enters the school, the lighting sub-system will work automatically, and so will the HVAC sub-system, which uses temperature sensors to sense the temperature and adjust it inside the building. The smoke detection sub-system will work all the time to sense any smoke and guarantee safety in the building and open all exit doors in case of fire.

In this paper, the related work is described in section 2, the UML models are described in section 3, the TLA+ formal specifications using TLA+ are described in section 4, the TLC verification model which represents the final result will be described in section 5, and finally the conclusion and future work will be described in section 6.

2. Related Work

Because of the massive technology evolution going on, smart systems implementation has become an attractive research area for researchers [14]. Many smart systems have been modeled by many researchers. For example, in [4], the author modeled a smart home system that uses a wifi network based on the AllJoyn framework. It uses asymmetric elliptic curve cryptography to apply authentications during system operation. The authentication process of this system allows the user to interact with the system and control it using an application program based on Android. Utilizing a mobile social network, a smart campus was proposed in [5]. The author set up a collaboration between a flexible system architecture and social interactions in the campus. His model addresses the server side represented by social connections and services and the client side represented by the mobile users. In [15], the author presented a prototype for a smart office system which was one of the pilot applications in the FP7 EU project ELLIOT (Experiential Living Lab for the Internet of Things). He used the LinkSmart semantic middleware for the solution he described. In [16], the author proposed a smart parking system. It uses parking destination and parking cost to reserve a parking spot. His smart system lowers the average parking time and cost to reserve a parking spot. For each decision, mixed-integer linear programming (MILP) was used. As a sub-system for a smart city, in [10], the author proposed a smart sewage system. He used UML, Nondeterministic Finite Automata (NFA), and TLA+ to model his smart sewage system. In [17], the author presented a survey of the enabling architecture, technologies, and protocols for an urban Internet of Things (IoT). He discussed best-practice technical solutions and guidelines for the Padova Smart City project in Italy [17].

Several researchers worked on modeling a smart campus system [18-20], focusing on a mobile-learning domain, cloud learning, E-learning, and an environmentally aware campus. As for modeling smart school buildings, a few researchers worked on modeling with focusing on power consumption and power management [21-24]. Our smart school building model is different because it has advanced features, including security and safety, compared to what was modeled so far in the same research area.

In smart systems, a main concept is having sub-systems which are connected together and work efficiently as one controllable system. Safety is one of the most important properties is any system, especially in a smart school system since it is dealing with human lives (students, teachers, and school employees). Security
also is an important property to have in a smart school system. It will enhance the overall system’s safety. Most researchers modeled their systems focusing on either safety or security, but our model achieves a system which is both safe and secure.

Formal methods had been used to verify and validate many smart systems. Researchers used different formal specification languages to model their systems including TLA+ [13], VDM [25], Z [26], and Alloy [27]. In [11], the author modeled and verified a smart parking system using TLA+. In [3], the author designed and verified a smart office system using the VDM-SL toolbox. And in [28], the author used Alloy to validate his smart home system. In this work, we decided to use TLA+ to model and verify our smart school building system. We choose TLA+ over other specification languages for many reasons, which we list here.

In comparison to Alloy in modeling nested structures, TLA+ doesn’t need too many layers of identification, which makes it simpler and more direct. TLA+ is also more expansive than Alloy. Although Alloy has its efficient Alloy Analyzer model checker that is faster than the TLC model checker and able to handle important large analyses that TLC currently is not able to handle, Alloy Analyzer crashes or hangs in some cases that are needed for larger systems. Also, using TLA+ allows users to trace every single state and get results for each one using its Trace Explore feature, which makes tracing bugs, finding bugs, and fixing them much simpler and easier. Alloy has the same advantage, but the results for systems with more than a few variables or a few time-steps are not clear-cut. Some other features make TLA+ a better choice than Alloy and other specification languages including VCC and Z. TLA+ is flexible when there is a need to support high-level functions and edit details to the specifications, unlike VCC that would require us to write “ghost code” which is a superset of the C programming language and Alloy that does not support high-level functions like recursive functions. One important feature in TLA+ is its powerful TLC model checker that can operate over massive state-spaces with reasonable throughput. The TLC model checker is also fast because of its ability to use multi-cores efficiently, unlike B, VCC, and Event-B model checkers, which are not able to use more than one core. TLA+ is also a very expressive language, and it supports the liveness property better than any other formal specification language [9].

In the following section, we will illustrate how to use UML as a first step to model our smart school building system.

3. UML Modeling for Smart School Building System

Unified Modeling Language (UML) is one of the most common languages used to represent the informal abstract model of a system. UML captures system properties and provides graphical notations. Smart school system outputs and inputs are shown in Figure 1 [1]. As shown in Figure 1, the smart school inputs are taken from a user or different kinds of sensors and reactions to these inputs appear as outputs from the system. The login input is handled by entering a valid username and password by the user, who can be a student, an employee, or a visitor and it may or may not open the main door based on the validation of the username and the password. The smoke sensor senses any smoke in the building and gives an alarm as an output, and in this work, we added a new output that in case of smoke all exit doors will be opened to increase the safety of our system. The temperature sensor senses the building’s temperature and turns the heat or the AC on or keeps them off. The light sensor senses the natural light inside the building and adjusts the lights based on it. The system may have multiple sensors depending on the size, orientation, and architecture of the building. The outputs of the system depend on the inputs. For example, if the username and password were entered correctly as an input, the main door will automatically open to allow entrance to the school building as an output. If the HVAC sub-system receives an input from the temperature sensor that is the temperature is too low (e.g., 60°F), the output will be to automatically turn on the heat in the building. If the smoke detection sub-system receives an input from the smoke sensor that there is smoke in the building, the output will be to turn on the smoke alarm and open the exit doors to let everyone leave the school building immediately.

![Figure 1: Inputs and Outputs of the Smart School Building System [1]](image)

Figure 2 shows the UML use case diagram of the system. This diagram shows when the actors (student, employee, and visitor) login to the system by entering the username and password correctly, the main door will open, and they will have access to the sub-systems in the building.

Figure 3 [1] shows the UML activity diagram of the smart school building. The activity diagram will help in better understanding how the system works.

Figure 4 provides a UML sequence diagram of the smart school building system. It illustrates the sequence of all actions that happen in the system. As an extension of work in [1] and in order to increase system’s security and eventually safety, the new school model requires that each person entering the school has to have a unique username and password. These usernames and passwords will be given by school or school district to each person. Visitors must request a username and password from the school before their visit, i.e., visitors to the school building must have a valid login username and password to be allowed to enter the building.

If the username and password are correct, the main door will automatically be opened. Once the first person enters the building, all systems, including the lighting sub-system and the HVAC sub-
system, will automatically start working. The smoke detection system will work all the time, even after school hours, to guarantee safety in the building in case of fire.

Figure 2: UML Use Case Diagram of the Smart School System

Figure 3: UML Activity Diagram of the Smart School Building System

4. Formal Specification Using TLA+

This section illustrates the formal specification of our extended smart school system model. We use the TLA+ toolbox to write the system’s specifications and the TLC model checker to validate our system. We represent all of the system’s operations using TLA+.

Figure 4: Sequence Diagram for the Smart School Building System

In TLA+, the system’s specifications are called spec, and they are written in a module which we have called in our case smartSchoolSystem. In the module, we include the system’s variables that we will use inside the module as shown in Figure 5.

Figure 5: smartSchoolSystem Module Variables

The top module of the smart school system is represented by smartSchoolSystem. The module has the set of variables shown in Figure 5. For example, person variable represents anyone who is allowed to enter the building (employee, visitor, or student). The main_door variable represents the main door for people to enter the school building, and exit_doors represents the doors which will be opened in case of fire/smoke. The username and password variables represent the values of the person’s username and password, and these values must be unique for each individual person.

In any TLA+ module, declaring the init function, invariants, and Next function is a must. The init function represents the initial values of the system’s variables, the invariants represent the limitations and conditions in the system, and the Next function represents the next-state action.

In the smartSchoolSystem module, we declared the init function with the range of all possible values of each variable in the module as shown in Figure 6. For example, main_door variable may take on either open or closed values only. Similarly, person variable may take either student, employee, or visitor values in this spec. The pc variable represents the current state, and pc' represents the next state as we will see later in the spec.

To ensure that the school building in our system is always safe in case of fire, we designed our system to have a smoke detection sub-system working all the time in and out of school hours. To apply this safety functionality in our system, we added a system invariant and called it safe as shown in Figure 7. This invariant
guarantees that the smoke detection system will be working all the time.

\[ \text{safe} \equiv \text{smoke\_detect\_sys} = \text{"on"} \]

Figure 6: Init Function

The function \textit{enter\_school} is the function that represents any of the employees, students, and visitors entering the school. This function requires the person desiring entry to enter a valid username and password as input in order to open the main door for entrance as an output. If the username and/or the password is wrong, the main door will not open, and the system will ask the person to retry to enter valid values. Figure 8 shows the \textit{enter\_school} function.

The HVAC sub-system helps in controlling the temperature inside the school building. In the HVAC function, the temperature inside the building has been sensed by the temperature sensor and the HVAC sub-system acts based on that. If the \textit{inside\_temp} is more than 74 F, the HVAC sub-system will turn on the AC in the building. If the \textit{inside\_temp} is less than 69 F, the HVAC sub-system will turn on the Heat in the building. If the \textit{inside\_temp} is more than 69 F and less than 74 F, the HVAC sub-system will be turned off. Figure 11 shows the HVAC function.

\[ \text{HVAC} \equiv \begin{cases} \text{\textit{AC} on} & \text{\textit{inside\_temp} } > 74 \text{ F} \\ \text{\textit{Heat} on} & \text{\textit{inside\_temp} } < 69 \text{ F} \\ \text{off} & \text{69 F} \leq \text{\textit{inside\_temp} } \leq 74 \text{ F} \end{cases} \]

Figure 10: HVAC Function

The HVAC sub-system helps in controlling the temperature inside the school building. In the HVAC function, the temperature inside the building has been sensed by the temperature sensor and the HVAC sub-system acts based on that. If the \textit{inside\_temp} is more than 74 F, the HVAC sub-system will turn on the AC in the building. If the \textit{inside\_temp} is less than 69 F, the HVAC sub-system will turn on the Heat in the building. If the \textit{inside\_temp} is more than 69 F and less than 74 F, the HVAC sub-system will be turned off. Figure 11 shows the HVAC function.

\[ \text{Next} \equiv \begin{cases} \text{\textit{Next}\_function} & \text{\textit{input} } \neq \text{\textit{end}} \\ \text{false} & \text{\textit{input} } = \text{\textit{end}} \end{cases} \]

Figure 12: Next Function

Figure 12 includes housekeeping functions which are essential for writing good specifications for a system. Some of these functions must be in any TLA+ spec, e.g., the \textit{Next} function. The \textit{Next} function enables collection and execution of all functions in the spec and moving to the next state in the system after initialization. The Termination function guarantees the
termination when \( pc \) reaches \textit{Done} state. In TLA+, the Spec function is the main function that is responsible to run all system specifications in the main execution of the system.

\[
\begin{align*}
\text{Terminating} & \Leftrightarrow pc = \text{"Done"} \land \text{UNCHANGED vars} \\
\text{Next} & \Leftrightarrow \text{enter\_school} \lor \text{Smoke} \lor \text{Light} \lor \text{HVAC} \lor \text{Terminating} \\
\text{Spec} & \Leftrightarrow \text{Init} \land \Box[\text{Next}]_{\text{vars}} \\
\text{Termination} & \Leftrightarrow \Diamond (pc = \text{"Done"})
\end{align*}
\]

Figure 12: Terminating, Next, and Spec functions

In order to verify that the module is correct and there are no syntax errors in our system, we have used the TLA+ toolbox to write these specifications and save the module. Figure 13 shows the parsed model. As shown in the figure, the green box on the bottom right corner of the screen proves that this model is correctly parsed via the TLA+ toolbox. The next section will describe the system that will be verified through the TLC model checker.

Figure 13: TLA+ Parsed Model for Smart School System

5. Formal Verification Using TLC

In the previous section, we illustrated the smart school system specifications, and we parsed the module correctly using the TLA+ toolbox. We did this in order to verify the model is correct and to validate our work. We used the powerful TLC model checker to debug a TLA+ specification. It checks the specification’s invariance properties of its finite state model [13]. TLC checks for deadlock and the system invariants. In our TLC model, we set the safety invariant to keep the smoke detection sub-system working all the time, as shown in Figure 14. This means that this invariant will guarantee that the smoke detector will work all the time, whether there is someone in the school or not, day and night, to enhance the safety in the school building. As shown in Figure 14 as well, the TLC model checker has a feature to check for a deadlock in the design. It’s an optional feature. In this model, we choose to check for deadlock and it returns that there is no deadlock.

After setting up the TLC model checker, we ran it to verify our \textit{smartSchoolSystem} module. Figure 15 shows the TLC model checker while running.

Figure 14: Safety Invariants Setup in TLC

Figure 15: TLC Model Checker While Running

Figure 16 shows the final result for the \textit{smartSchoolSystem} model. In order to validate a system using the TLC model checker, the model must be parsed, and the model checker should run to completion, and no errors should be detected. Our smart school system was verified and validated correctly using the TLC model checker since, as shown in Figure 16, the TLC model is parsed correctly with no errors, which proves our system’s validation.

Figure 16: TLC Verification Model

6. Conclusion

This work is an extension of the work in [1]. We have modeled a smart school building system using UML and TLA+.
We used UML to define the system’s components and to illustrate the sequence of actions in the system. TLA+ defines the system’s specifications and the system’s behavior. The TLA+ toolbox was used to capture the system’s behavior and to parse the model. The final result was to verify the model using the TLC model checker. The model was successfully verified and validated with the TLC model checker. We used formal methods to validate our design and to make sure there are no errors in the design. In this design a failure may still happen. For example, if we simulated the design and built the school from this model, we could have a failure in the lighting system because in practice we will need a light sensor in each room. But our design assumes that the light will be the same in the whole building. This design is an initial and general design to show and explain our methodology, details such as the more complex lighting system would be needed in the final design.

To enhance security and safety in the system, the system requires each person who enters the building to login by entering a valid username and password. To enhance the safety as well, the smoke detection sub-system is working all the time. To control the power in the system, the lighting sub-system will use natural light when possible to reduce the power consumption in the building.

In future, we will work on improving the system by adding more sub-systems to it to enhance system security and safety.
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